
Active GP Classifiers for Handwritten Digit
Recognition

Ankur M. Teredesai1 and Venu Govindaraju2

1 Department of Computer Science, Rochester Institute of Technology (RIT),
Rochester, NY 14623 amt@cs.rit.edu

2 Department of Computer Science and Engineering,
Center of Excellence for Document Analysis and Recognition,
State University of New York at Buffalo, Buffalo, NY 14260, U.S.A
govind@cedar.buffalo.edu

Classification techniques strive to use features selectively to provide an op-
timal balance between classification accuracy and robustness. In traditional
classification, all the classes in the n-class problem are equally important and
the classification method tries to provide the best possible separation between
all classes. Recent advances in classification termed active classification make
selective decisions for specific subsets of classes within the multi-class prob-
lem. Typical examples of such scenarios are cases when there is a very high
degree of confusion between two particular classes and a sharper solution is
deemed useful. The design for active classifiers requires the underlying pattern
recognition technique to blend feature discovery within the classifier training
phase.

When features are derived from handwritten character images, different
levels of informative detail can be present in different regions of the image.
Certain features are obviously more distinguishing than others when it comes
to separating various subclasses in a multi-class problem at least for this do-
main. We conjecture that this dual task of feature selection and classifier
training can be combined effectively using the Genetic Programming (GP)
paradigm as described in this chapter. This chapter includes a comprehen-
sive analysis of these and similar issues. Comparative results on a variety of
datasets in handwritten digit recognition using a variety of parameters are
also reported.

1 Introduction

Pattern classification is a task of developing predictive models and can be
viewed as a mathematical mapping from features to class values. The process
of designing such mappings (also termed as classification models, classifiers
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or recognizers) is usually based on machine learning techniques. Traditional
classifier development uses a wide range of techniques based on statistical
pattern recognition and non-parametric methods like neural networks [7].

Traditional vs Active Classification

Let’s consider the problem of developing a näıve digit classifier. The training
dataset consists of labeled samples from ten classes i.e. digits 0 thru 9. In a
traditional setting, the classifier is described by a model M such that:

M(X) �−→ Ŷ (1)

where X is the input feature vector and Ŷ is the corresponding estimated
class-label that M suggests for X. We also note that Y is the true class-
label. The number of input features X is fixed based on the feature extraction
method. The classification method’s objective is to find an optimal model M̄
that separates the ten classes in a hyper-space formed by the feature vectors.
The model M̄ is trained to use all features and provide the best possible
separability between all classes.

Let’s now consider an application driven classification task posed as fol-
lows: Which of the 4 digits {1,4,7,9} does the input match the best? Such a
question is often posed by automated systems for zip-code recognition, check
reading applications, etc. A traditional classifier will output the class and
confidence values for the input without considering the limited set of class
choices. What is called for here is to build a specific classifier which focuses
on features useful in separating the numerals in the set instead of using a typ-
ical classifier. The classes in the set can vary dynamically. Such classifiers are
termed ‘active classifiers’ because they focus on classification using a variable
sub-set of features. As seen in Figure 1, a classifier can discriminate between
digits ‘2’ and ‘7’ effectively by using an appropriate subset of features. The
features corresponding to the lower portion of the image encode the differences
of the two digit classes. Features corresponding to the top portion of the im-
age (dark shaded) provide no useful information in this respect. In traditional
handwritten character recognition based on ‘passive’ methods [19] [27] [10]
the feature vector is fixed and all the features have a role in classification.
One can design neural networks or nearest neighbor rules to work on a se-
lective subset of the feature space but these methods are primarily based on
heuristics [28] [13] [22]. The regions and corresponding set of features that
provide maximal separability between classes are used in the design of active
classifiers. The classifiers then use this information to provide an accurate
decision. Formally, the classification model can now be described by:

M(X) = M̄(X)
⊙

M̄i,j(x) (2)

where, M̄i,j is a sharper classifier utilized to separate specific subset of classes
and x ⊂ X . Key feature discovery and dynamic selection of smaller feature
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 = Maximum Separability

Fig. 1. The utility of discriminating regions in images can be observed. The shading
highlights information rich zones which provide separability between classes. Lower
portion is one such region in digits 2 and 7. GP based classifier identifies key regions
of separability by using features corresponding to these regions as leaf-nodes in the
GP-tree based classifiers.

subsets are important in the design of ‘active’ classifiers. Iterative gazing meth-
ods like those described by J. Park et.al. [21] can be used to convert the passive
methods to active. The accuracy of classification then depends on the depth
of iteration and the resources in terms of computation time available to make
a decision. With the use of Genetic Programming (henceforth referred to as
GP) [17] [18] [14] we try to eliminate the need for an iterative process and
directly focus on the regions of interest. The GP solutions produced at the
end of training use a small sub-set of the original feature set to provide a
sharper decision in case of confusing classes.

Simplicity of solution, feature selection, search in program space, adapt-
ability to dynamically changing classes, good resistance to noise and high
accuracy are some of the advantages of the proposed paradigm [24]. In this
paper we present the following: (i) issues in development of active classifiers
using GP, (ii) automatic focus by GP techniques on image regions impor-
tant from the viewpoint of the classification task and (iii) improved fitness
functions for GP based classification.

The classification model of GP is a tree structure where the internal nodes
are mathematical or logical operands and the terminal (leaf) nodes are fea-
tures of the pattern. A detailed description of the GP technique can be found
in [17]. The training process involves iteratively breeding solution trees and
analyzing the suitability of each tree as a classifier. The suitability (fitness)
of each tree is its ability to accurately classify the input image. A numeric
value to quantify suitability (fitness) of the solution can be computed using a
‘fitness function’.
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In order to focus on regions of the image that provide high separabil-
ity between digits, the GP search has to be guided using appropriate search
mechanisms. There are various methods of generating new solution trees using
genetic search operators like crossover, mutation and reproduction [3]. After
the training phase, the classifier (solution tree) having the best performance
is chosen for testing. Validation is done using a validation set of images drawn
independent of the training and testing sets between training cycles to esti-
mate the accuracy of potential classifiers in the GP-population and acts as
a training termination criterion. GP being essentially a stochastic and non-
parametric search method [17], it does not assume a given data distribution in
its attempt to provide a globally optimal solution. The drawback is the trade-
off between training time and search for optimal solutions. We address several
issues pertaining to development of GP-based handwritten digit classifiers in
this paper and report results on the NIST dataset along with a compara-
tive analysis with other handwritten digit classification methods described in
the literature like Support Vector Machines, MLP-SVM combination, GSC
and HOCR. The objective of this paper is to show that GP can provide per-
formance comparable to other tradition pattern recognition techniques while
using a smaller subset of features.

1.1 Paper Organization

Related research in the areas of handwritten character recognition and ge-
netic programming is presented in section 2.1. Section 2.2 gives a generic
framework for GP. Section 2.3 describes the active handwritten digit recog-
nition approach using hierarchical multi-resolution feature space. Integrating
pattern recognition with GP for the handwritten character recognition prob-
lem is discussed in section 3. Section 3.2 enumerates the new and improved
fitness functions proposed. Effective modeling of GP for the digit recognition
problem using different function sets, thresholds and breeding parameters is
described in sections 3.3 and section 3.4. Experiments and analysis of results
for each of the issues is presented in section 4.

2 Background

This section outlines related work in the areas of handwritten character recog-
nition and GP.

2.1 Character Recognition

Recognition of handwritten characters by a computer has been a topic of
extensive research for many years [23]. It plays a pivotal role in many appli-
cations such as postal addresses interpretation, bank checks, tax forms and
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census forms reading. Due to the difficulty of the task, there is probably no
one single method that can achieve high recognition and reliability rates for all
applications. Thus in previous implementations, efforts have been directed to-
wards sophisticated considerations like decision combination in multiple clas-
sifier systems [12] [26] and use of tolerant rough sets [15]. Recently we reported
the use of genetic methods as a two-level classification model [11].

In the domain of handwritten character recognition there are two key
strategies in current use. They can be broadly grouped as ‘active’ and ‘pas-
sive’ character recognition. Passive character recognizers use methods such as
those described by Favata [8] and Suen [23]. These classical methods employ
a One Model Fits all [22] paradigm. Some systems like adaptive resonance
network learn as they perform [5] but lack feedback mechanisms to describe
the learning strategy. Active character recognition as described by J.Park
et.al. [21] [22] employs an active heuristic function that adaptively determines
the length of the feature vector as well as the features themselves to classify
an input pattern.

In terms of classifier modeling strategies for handwritten character recog-
nition several machine learning techniques have been implemented. Multiple
layer perceptron model has the number of neurons, the number of hidden
layers, organization of the network, training parameters, etc. selected by an
expert [7]. The architecture of the recognizer is expected to be more flexible
and self organizing because learning by weight modification in a fixed network
topology can limit the classifier to a locally-optimal solution. The complexity
of the problem may not scale favorably with the complexity of the network
selected. The classification standards might be met but there will always be a
trade-off with learning time, network size, and other such issues. These issues
and the trade-off in using GP have been discussed by Koza et.al. [18]. The
solution representation of classifiers obtained from our approach are relatively
simple compared to previously described methods. In terms of performance
accuracy and generalization error, Support Vector Machines(SVM)[ [25] have
shown remarkable improvement in recent years. Ayat et.al [1] have reported a
new kernel for digit recognition using SVM. A MLP-SVM hybrid recognizer
was developed by Bellili[ [2]. We compare the performance of GP-based active
classifiers with these and other active and passive methods in the experiments
section.

Kuncheva [20] presents methods to make GA based classifiers less prone to
over-training by including penalty terms in the fitness function accounting for
the number of features used. It is difficult to quantify the quality of such fitness
measures when features are hierarchical in nature. In a passive recognition
scheme this type of penalty structure may provide good results where each
feature is assumed independent. The relation between classification for data
mining tasks and GP has been explored by Freitas [9]. Main emphasis is
placed on the classification task but optimality of features sets is not explored.
Bot [4] proposes a framework for automatic extraction of features with the aim
of dimension reduction and improving the accuracy of a k-nearest neighbor
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(k-nn) classifier. Method to change the dimensionality with respect to the
number of classes is not presented.

The relation between pattern recognition and GP was recently reported
by Kishore et.al [16]. Our work extends some of these methods and suggests
improvements in terms of fitness function selection, data set organization and
application to multi-class classification problems such as handwritten digit
recognition. In the pattern recognition area our design of fitness functions
is more appropriate than those currently in use [17]. Data set organization
into class specific training sets as described in the paper is a new concept
in the GP application domain. Many problems associated with stochastic
learning concepts can be solved by gaining a better understanding of issues
like penalized search functions, parameter tuning and data set reorganization.

2.2 Genetic Programming (GP)

GP Iterations

*
2.0

%

y

y

%

*

% *

+ %−

x 1.0 −4 x x x −3 x

Sample of a GP−Expression Tree : Generation 1

−

x x

Function : (( x* x )% 2 )

Solution Tree Generation 3.

*

1                  0.000         0.000

2                  0.100         0.005

3                  0.200         0.020

4                  0.300         0.045

5                  0.400         0.080

6                  0.500         0.125

..                  ......             .......

10                0.900        0.405

Fitness Case      Input          Output −1

Fitness cases: input x and output y values.

Fig. 2. Example showing modeling of a GP solution[ [3]. The inputs and expected
outputs are given in the table and act as fitness cases. A sample tree randomly
initialized in the first generation is shown. GP search for the best equation to rep-
resent the expected outputs (y) leads to the solution tree representing the equation
y=((x*x)%2) as shown in the second tree.

GP has been used over the past couple of years in several domains, primar-
ily because of its ability to model problems effectively. The way trees are grown
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and evolved can be observed by a simple example [3] given in Figure 2. GP
consists of representing solutions as programs that can be evaluated. Consider
a tree representation of any equation like (∗(x + y)z). The internal nodes are
the operators + and * and the leaf nodes are x, y, z. This is a typical solution
tree in Genetic Programming. The problem at hand is easily represented us-
ing such expression trees. Inputs to the problem are represented as leaf nodes
and are called terminals. Any operator used to operate on terminals is called
a function. Functions and terminals together form a solution. Solutions are
evaluated by instantiating the terminals and evaluating the functions. As solu-
tions are represented with terminals and functions, the data types and length
of these entities can vary from the simplest (e.g. integer) to more complex user
defined types ( e.g. Structures in C language ). Thus solutions are logically
referred to as programs and the search is based on genetic methods [17].

The search for the best program to solve a problem emulates the evolu-
tionary process. An initial population of programs is randomly generated and
evaluated. Best individual programs are selected for mating based on values
obtained from fitness functions and new programs are created using genetic
operators. Fitness functions essentially evaluate a program’s ability to solve
a problem. The new population is then evaluated and search for a better so-
lution programs continues. This breeding process continues till an optimal
solution is found or other user defined termination criterion are met.

2.3 Multi-Resolution Feature Space

Feature extraction is defined by Devijiver and Kittler [6] as the problem of
“extracting from the raw data the information which is most relevant for
classification purposes, in the sense of minimizing the within-class pattern
variability while enhancing the between-class pattern variability”. Writing
styles, writing equipment, resolution and image quality all play a major role
in the variability of handwritten characters. To design a feature set for machine
classification of handwritten characters one must consider features at different
scales. However, one encounters difficulties when trying to achieve a high
recognition rate and optimal resource utilization in tandem.

Hierarchical restructuring of the image domain using Quin and Quad trees
produces multi-resolution features [21] [22]. Multi-resolution features accord a
multi-level view of the image domain as shown in Figure 3. The figure shows
how features extracted in this manner break up the image domain into a
hierarchical feature space. This enables the classifier to iteratively focus on
different regions of the image level by level. Features from different levels and
regions combine to form information rich zones. For example, in Figure 3 the
central region in multi-resolution space plus the start and end points of the
digit image can combine to provide one information rich zone. The next stage
in recognizer development is to implement a classifier such as a neural network
or a K-NN rule. In order to optimize the resources in terms of training time
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depth 0

depth 1

depth 2

I(0,0)

I(1,0) I(1,1) I(1,2) I(1,3) I(1,4)

I(2,0) I(2,4) I(2,10) I(2,20) I(0,24)I(2,14)

I(2,5) I(2,9) I(2,15) I(2,19)

I(d,l): sub-image on
           depth:d node: l

Fig. 3. Multi-resolution feature extraction using quin tree. The original image is
divided into 5 parts at each level. The division is based on the gravity of pixels in the
image. At depth 1 the image region I(1,0) is described by 9 features corresponding
to the gradient and momentum of pixels in that region. The regions at greater depth
provide greater detail. The level of resolution varies with depth.

and number of features used, it would be important to dynamically vary the
solutions according to the scale and type of the inputs.

Previously active digit recognition using multi-resolution feature space
made decision in an iterative matter by making decisions to use features at
a greater resolution depending on the classification confidence at each stage.
This made classification dependent on look-up tables and decision heuristics.
Difference between iterative-active classification method and GP-based active
classification method can be seen in Figure 4 and Figure 5. Each figure illus-
trates how a digit image is processed. In the iterative gazing procedure the
decision to proceed to the next level is based on the confidence in classifica-
tion at the current level. Compared to Figure 4, the nodes are not iteratively
processed in Figure 5. Rather, the information about features which play an
important role in classification is available directly at the end of the GP train-
ing as part of the classifier. In GP feature selection is a natural part of classifier
evolution since solution trees are generated having a variety of feature combi-
nations as terminal nodes. The best combination of features is automatically
selected due to its recurring presence in good solutions over a number of gen-
erations. So far, we have discussed the motivation of developing a GP-based
digit classifier. In the next section we outline the issues facing GP-based digit
classification.
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a tree node        - sub-image

potential node    - node is processed but children
                             are not processed
processed node - node and all its children are 
                             processed

unused node

(a)

(b) (c)

sub-nodes used for 
confidence updating

a node selected 
by g(t=1)

}

Fig. 4. Classification using an iterative classifier proceeds in levels. Based on the
classifier confidence as a node is processed, the children are processed if required
to improve the confidence and provide accurate classification. Classification pro-
cess iterates over the multi-resolution space. Figure reproduced from J.Park and
V.Govindaraju [21]

3 Active Classification Paradigm based on GP

In this section the strategy for implementing GP based classification is pre-
sented. This discussion is independent of the feature extraction methods and
can be applied to both multi-level and single-level features. Once features are
extracted the next task in classifier development is training. Classification
of smaller number of digit classes may require fewer features. Subsets can
be selected from the feature set to achieve high classification accuracy for a
particular class. GP based binary classifiers (detectors) classify the input as
belonging to either the class of interest Ci or belonging to the Φ class. The Φ
class is defined as an aggregation of all classes except the class of interest Ci

i.e. Φ = {y − Ci|y = {0, 1, 2, 3, 4, 5, 6, 7, 8, 9}}. If the input feature vector be-
longs to class Ci the expected output is positive. Negative output corresponds
to the class label Φ. A GP-based classification system is shown in Figure[ 6.
A generic GP based training scheme has the following steps:

1. Decide the parameters for a GP run.
2. Feature vectors are computed from the training data and validation data

and stored in flat files.
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Fig. 5. GP based active classifier processes the root node level features. Makes a
primary decision on the regions important for decision making and focuses directly
on the regions of interest. No iterations are required since the classifier has been
optimized for the level of detail required to make a decision during training.

Feature 
Extraction

GP 9

GP 0

Decision

GP 0−1

GP 8−9

Confident?

N

Fig. 6. Genetic Programming system for handwritten digit classification.
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3. Since there are 10 classes in the digit datasets used in these experiments,
we train 10 detectors. Each detector is trained to recognize one particular
class of input.

4. Training for each detector proceeds as follows:
• Each GP tree expression (acting as a detector) is evaluated against

each feature vector corresponding to a sample in the training data.
• The result of each evaluation is mapped to a real value that expresses

a detection level for the sample. A detection level above +1 is positive
and a level below -1 is negative. Any value in between is considered
uncertain.

• Fitness of each GP tree expression is computed based on the detec-
tion level for each input sample and the fitness function being used.
Selection of fitness functions is discussed in section 3.2.

• If a particular GP tree performs better than the best tree so far ob-
tained on the training set, it undergoes validation using the validation
set. Early termination criteria is then tested based on the performance
of a particular detector on the validation set samples for that particular
class.

• If termination criteria is not met or maximum number of allowed gen-
erations is not over new trees are generated using the breeding param-
eters and search proceeds to the next generation.

5. The detectors are then combined in parallel to form an 11-class (0-9 and
reject) classifier and are evaluated against the validation set once again.
If the difference in accuracy of combined classifier on the validation set
and individual detector performance is greater than 1% of accuracy for
any class, the detector for that class undergoes further training.

6. As two classes might show high confusion at the combined classification
stage, pair-wise classifiers for each pair of digits are also generated. These
classifiers act as secondary classifiers.

Table 1. GP parameters that need to be tuned for the experiments.

0 Parameters Values

0 Objective: Evolve function fitting classification of all digits 0-9
Terminal Set: Multi-Resolution Features
Function set: +, -, *, DIV, SIN, COS, LOG, EXP and subsets of this set

0 Population Sizes used: 200, 400, 600
Crossover probability: 80 percent
Mutation probability: 20 percent

Selection: ‘Fitness Proportionate’ and ‘Tournament Selection (size = 7)’
Termination criterion: Error rate less than 0.1%

Maximum Generations : 2000
Maximum Depth: 17

Initialization Method: Half and Half
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Sample parameters used for development of GP classifiers are listed in Ta-
ble 1. Modularization of the classification task by classifying two classes at
a time brings up several issues such as data distribution, fitness evaluation,
thresholding and use of breeding parameters. We address each of these issues
subsequently.

3.1 Data Distribution

The digit distribution in training sets is an important issue. Since one classifier
is supposed to handle only one class, care should be taken that this class
is sufficiently represented in the training set. The training set used in this
implementation needs to be biased. Around 35-50% of samples should belong
to the class under consideration Ci with the rest of the classes making up the
remaining. If a priori knowledge about confusion between classes is available,
the training set should be accordingly distributed. For example, the digit 0
and digit 8 have a high confusion index, then while training for class 0 the
training set should contain a sizeable number of samples from class 8, so the
classifier can learn to separate between 0 and 8 effectively.

3.2 Fitness Functions

Fitness functions should reflect the overall goal of the GP run. Minimization
of fitness over several iterations reflects generation of good solutions in the
form of accurate classifiers. For GP based pattern recognition the fitness of
individual solution trees should be proportional to the number of patterns
classified correctly. Such fitness functions should levy suitable penalty on er-
roneous solutions and should reward good solutions. We have implemented
several fitness assignment strategies (F1, · · · , F4).

Fitness function F1 is the generic function useful for developing traditional
multi-class classifiers:

F1 = NbPb + NxPx + Pc (3)

where, Nb= number of training set samples on the boundary and thus re-
jected; Nx= number of training set samples belonging to class x incorrectly
classified; Pb= penalty associated with boundary classification; Px= penalty
associated with incorrect class classification and Pc= penalty associated with
non evolving solution criteria being met. Non-Evolving solution criteria oc-
curs if the solution for multi-class classifier fails to classify at least one sample
from each class under consideration.

For sharper binary classifiers the same fitness function takes the form:

F2 = NbPb + NCiPCi + NΦPΦ (4)

where, NΦ= number of training set samples belonging to class Φ incorrectly
classified and PΦ= penalty associated with incorrect Φ classification.
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F3 is derived from F2 but incorporates an adjustment to the raw fitness if
the solution does not classify a certain minimum number of samples from the
class Ci. This modification enables a GP run to climb out of a local-minima
if the training set is not well balanced as discussed in the first issue.

F3 = NbPb + NCiPCi + NΦPΦ + Pj (5)

where, J= the criterion deciding minimum number of samples of class Ci

that must be targeted by every solution in order to maintain potency in the
population; Pj= penalty associated with not meeting J . The value of J must
be decided before we begin the run and should usually fall in the range of
1-5% of the number of samples belonging to class Ci in the training set.

F4 incorporates adaptive parsimony pressure [29]. Controlling parsimony
adaptively during evolution is a well founded method for improving the GP
search. The motivation here is to emulate the way human visual system might
try and distinguish images. Intuitively, one might try and learn higher level
features that distinguish widely separable characters or numerals first, and
later refine the classification abilities. Similarly a GP search can initially focus
on finding solutions that provide maximal separability and subsequently refine
the solution to achieve higher accuracy. The fitness function to implement such
a strategy takes the form:

F4 = F3 + α(g) ∗ ∆i(g) (6)

where,

α(g) =

{
F3best(g−1)
N2∗∆best(g) if F3best(g − 1) > ε

1
N2∗F3best(g−1)∗∆best(g) otherwise

∆i(g)= the complexity of the solution defined as the product of number of
features used κ and the total depth of the solution tree λ; N = number of train-
ing samples; g = current generation of the GP run and F3best(g)= Computed
fitness F3 of the best individual in generation g.

The training process varies with each fitness strategy. Use of F3 results
in more varied exploration of the solution space in our implementation. F4
generates more optimal solutions with fewer features expressed in the solution
tree, but takes a longer time to converge. These fitness functions are more
adaptive compared to the fitness proportionate heuristics based solely on the
number of misclassified samples.

3.3 Function Sets

We mentioned previously that the terminal nodes of GP trees in our method
are features extracted for each input image. Recall that mathematical operands
are the function operators (internal nodes) in the GP tree. These functions
can take terminals and output values of other functions as inputs. The choice
of function sets defines the complexity of solutions produced. Our aim is to
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develop simple solutions which can be interpreted easily to gather informa-
tion regarding regions of the image important for classification. Assuming that
suitable classification mechanisms applicable in handwritten digit recognition
are non-linear expressions in the feature-space, we use function sets capable
of producing non-linear tree classifiers.

The three operand sets used are:

• Arithmetic: +, -, DIV, *
• Trigo-Arithmetic: +, -, DIV, *, sin, cos
• Complex Arithmetic: +, -, DIV, *, sin, cos, exp, log

Function set consisting of +, -, *, DIV provided the best results in our
experiments. Introduction of other mathematical operands like sin, exp, cos
introduce fast convergence to local optima and lead to comparatively complex
classifier trees. The arithmetic function set maintained the potential to evolve
towards new solutions.

3.4 GP Parameters

GP based learning proceeds in populations. Breeding is a term used in GP
for creation of new populations. Breeding parameters play an important role
in controlling the population through a number of phases. Each phase has
an operator and a rate suggesting how often that operator is used. Operators
are similar to learning mechanisms like gradient descent. There are several
breeding methods described in GP literature [17]. We tested two breeding
strategies. The first one is based on selecting individuals using a tournament
selection where a number of individuals are chosen at random with uniform
probability with re-selection allowed. The best of the chosen individuals is
selected to be in the new population. The second strategy has 4 breed phases
with different crossover and mutation methods.

Initial attempts to converge prove unsuccessful when output values are
+1 for the digit class x and -1 for the class Φ. Experimentation with values
greater than equal to +1 for class x and less than equal to -1 for class Φ
showed better results. The best separation between classes was accorded by
values greater than or equal to +10 for class x and less than or equal to -10 for
class Φ. Some input feature vectors were classified with output values between
+10 to -10 and were placed in the reject class for this experiment. The width
between class boundary seems to play an important role in classifier training
suggesting that well separated boundaries play the same role as thresholds
play in neural network classifiers.

4 EXPERIMENTS AND RESULTS

In this section we present an analysis of the various experiments conducted
and results obtained. We have tested the GP based classification paradigm on
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various datasets. The NIST data set consists of 159,228 images in the training
set and 53,300 images in the test set. The CEDAR-Digit data set consists of
18,000 images in the training set and 2,711 in the test set, obtained from
handwritten zip-code images. Compared to the NIST dataset, the CEDAR-
Digit data set is more noisy. Table[ 2 outlines the size of the training, validation
and test sets used in our experiments.

Table 2. NIST and Cedar-Digit Datasets.

Dataset Training Validation Test

NIST 159,228 20,000 53,300
CEDAR-Digit 18,000 1,000 2,711

Table 3. Class-wise Results using GP Classification on NIST Test Data.

Class Images Correct Incorrect Reject Correct (%)

0 5511 5373 138 20 97.5
1 5822 5665 156 30 97.3
2 5308 5143 165 12 96.9
3 5470 5311 159 17 97.1
4 5118 4949 169 15 96.7
5 4773 4639 134 12 97.2
6 5352 5207 145 22 97.3
7 5516 5317 199 28 96.4
8 5263 5047 216 11 95.9
9 5167 5043 124 34 97.6

Total 53300 51694 1605 201 97.1

Table 4. GP based classifier accuracy on NIST and Cedar-Digit Datasets.

Dataset/Accuracy Training Validation Test

NIST 98.7 97.4 97.1
CEDAR-Digit 96.8 95.4 95.2

The results obtained by using GP classification are presented in Table 3.
The column reject enumerates the number of images belonging to each class
which were not accepted for classification by the classifier. We have included
these numbers in the incorrect column i.e. the 1606 images incorrectly classifier
include the 201 rejected images. The aggregated results on the two datasets
described in Table 2 are presented in Table 4.
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Examples of digit images correctly classified by GP based active classifiers
are shown in Figure 7. These images are part of the noisy CEDAR-digit data
set. Classifiers based on other techniques place these and similar images in the
top 2 choice correct but fail to produce accurate decision. GP-based classifiers
focus on the regions of maximal separability in each case and provide a correct
decision thus increasing the acceptance rate. Sample classifier solutions for 2

¿¿¿¿¿¿¿ 1.3

Fig. 7. Images with error: rejected by passive digit recognition methods but cor-
rectly accepted by the GP based active classifiers.

different digits are presented below: Some of the features used in the solution
are F[30][1], F[8][5], F[16][0]. The reader should note the repetition of certain
features over a number of generations in good (accurate) solutions.

Solution for Digit 3
generation: 1991 nodes : 1825 depth : 18 hits : 5328/5470

accuracy : 97.1

Part of the solution tree:

(+ (* (/ (- (/ (+ (- (/ (/ (/ (/ (+ F[16][0]
(/ (/ F[24][6] F[30][1]) F[30][1])) F[30][4]) F[30][1])

(* F[0][0] F[4][6]))
(- (/ (/ (/ F[24][6] F[30][1]) F[8][5])

(* F[19][4] F[8][5]))

These features can then be mapped back to the corresponding regions in
the image domain to determine the information rich zones for a particular
digit. In case of digit 3, it was found that the initial, middle and trailing
strokes are such regions. 97.1% of the presented test patterns are recognized
correctly using a subset of 100 (out of 9*31 = 279) features.

Solution for Digit 5
generation: 1192 nodes : 1145 depth : 7 hits : 4639/4773

accuracy :97.2

Part of the solution tree:
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(+ (/ (/ (/ (+ (+ F[2][2]
(/ (/ (/ (+ (/ F[2][1] F[1][0]) F[22][2]) F[1][0]) F[1][0])

(+ F[10][5] F[1][0]))) F[22][2]) F[1][0]) F[1][0]) F[26][8])

The classifier for digit 5 is also relatively simple in expression. An obser-
vation from this solution is that the solution space shows a lot of variation,
suggesting that GP tries to focus on the key areas of separability and embeds
them in individual solutions.
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Fig. 8. Plot showing training error, fitness and accuracy over number of generations
of a GP run for the digit 5 classifier. The plots shown are similar to other plots for
other digits. The fitness decreases sharply during the initial runs and stabilizes over
the number of generations with small decrements. Recall that lower fitness implies
better solutions.

Consistent convergence towards a good solution can be observed from Fig-
ure 8. Over the number of generations in a given GP run this figure shows
that fitness of individual solutions reduces as the accuracy of the classifier
increases. The error rate decreases in proportion to fitness after the run has
stabilized over initial generations. Fitness curves decrease over generations
because fitness value is measured as a function of the number of test cases
mis-classified (section 3.2). Hence lower fitness implies better classification.
The spike in the error curve during the initial populations is suggestive of the
amount of variability accorded by GP to discover accurate classifiers in initial
generations.
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Accuracy of the passive GSC recognizer [8] on the NIST test set when a
thresholding value of 0.4 is used on the confidence value of top choices (the
confidence value ranges from 0 to 0.6 for the GSC) is 95.6%. In comparison
GP based classifier has an accept rate of (53, 300− 201)/53, 300 = 99.6% and
accuracy of 97.1%. Hierarchical OCR which processes the input image using
an active heuristic function called the gazing function uses a feature set sim-
ilar to the GP based classifiers described here. The accuracy of HOCR[ [21]
on the NIST test set is reported at 98.2 which is higher than GP. GP outper-
forms HOCR in terms of the number of features used for classification and
when pair-wise classifiers are required. The KMOD-kernel [1] based SVMs are
comparable at 97.8%, and the best polynomial kernel with degree 4 provides
97.4% accuracy. Table 5 provides a comparative summary of accuracy and
feature set sizes.

Table 5. Performance of Various Classification Methods Using NIST Data Set.

Method Correct Feature Set Size Decision Method

GP-based 97.1% 100/279 Active-Passive
GSC 95.7% 256 Passive

HOCR 98.2% 279 Active
KMOD-SVM 97.8% 277 Passive

4.1 Balancing datasets

We have discussed the need for organizing the datasets differently for the
task of binary classifier development. A set of experiments was run in which
the datasets were balanced for a class Ci. The balancing factor varied from
35 to 50% of the training samples. The plot in Figure 9 shows how data
set re-organization plays a role in active classifier development. With normal
distribution of samples in the training data, the error and accuracy curves
stabilize in a local optimum quickly. After data re-organization, the two curves
intersect and higher accuracy is achieved, with more variation in the solution
space.

4.2 Fitness Functions

Several experiments were conducted to study the suitability of different fitness
functions. During training, fitness functions play a key role in driving the
search of GP classifiers. The rate of convergence and the quality of classifiers
produced can vary widely. Fitness variation between fitness functions F2 and
F3 (section 3.2) is shown in Figure 10. The y-axis represents 1

Fitness .
GP runs converge quickly into a local optimum using fitness F2 which is

similar to the defaults used in other GP implementations. Fitness function
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Fig. 9. Plot showing error, fitness and accuracy over number of generations for digit
3 where data set is re-organized. Note the difference in the dotted curves suggesting
the improved accuracy in classification. The convergence with normal distribution
takes approximately 2000 generations but only 1200 generations are required with
re-organized data distribution.

F3 and F4 perform better. Performance of F4 lies between F2 and F3 over
most generations, since parsimony pressure is exerted to lower the solution
complexity thereby compromising performance and resulting in longer times
to converge to a good solution compared to F3. As can be observed from
Figure[ 11] the number of features used by the best-in-the-generation solutions
based on F3 is more than the features used by F4.

4.3 Parametric Variation

Each GP tree evaluates to a value. This value describes the phenotype of each
solution. Analogous to pattern recognition techniques where the output of a
classifier is a class label, the GP output value is an indication of the class
assignment. There are various possible values a GP solution could evaluate
to for a given problem. In our experiments we assign the value -1 and +1 to
the two classes. A change to -10 and +10 shows a different error curve for the
same dataset with all other parameters being the same. As seen in Figure 12
the general training curve is similar with both the thresholds with lower error
rate for +/- 1 which is a tighter bound.



20 Ankur M. Teredesai and Venu Govindaraju

0

0.005

0.01

0.015

0.02

0.025

0.03

0 500 1000 1500 2000

1/Fitness

GP Generations

Classifier fitness based on fitness functions F2, F3 and F4

Function F2
Function F3
Function F4

Fig. 10. Plot showing 1/fitness over number of generations for digit 1 for 2 different
fitness functions. The increase in 1/fitness value describes better solutions. Function
F3 results in better solutions compared to F2. The exploratory nature of F3 can be
visualized from the fitness curve.

Figure 13 shows the number of images rejected along with the error. In
this case the rejection rate stabilizes to a significant value with the threshold
of +/-1, but reduces if the threshold is well separated.

There were two sets of parameters used for experiments. Parameter Set 1
emulates the parameters described by Koza [17]. Parameter Set 1: breed
phases = 2
breed[1].operator = crossover,keep trying=1, select=(tournament, size=7);
breed[1].rate = 0.9
breed[2].operator = mutation,keep trying=1, select=(tournament, size=7);
breed[2].rate = 0.1 The second set has function-point crossover 70% of the
times and the simple any-point crossover 20% of the time. Parameter Set
2: probabilistic operators = off; breed phases = 4
breed[1].operator = crossover, select=fitness, internal=1.0; breed[1].rate = 0.6
breed[2].operator = crossover, select=fitness, internal=0.0, external=0.0; breed[2].rate
= 0.2
breed[3].operator = reproduction, select=fitness; breed[3].rate = 0.1
breed[4].operator = mutation, select=fitness, method=grow, depth=4; breed[4].rate
= 0.1 Set 1 is useful when a quick convergence is required, specially for tasks
like building pairwise classifiers. Set 2 is more exploratory in nature and is
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Fig. 11. Accuracy increase in terms of increase in number of features used as
terminal nodes in GP-trees is shown in the graph.
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Fig. 12. Plot showing error variation using different thresholds for digit 2. In both
cases the error stabilizes after 1200 generations. The variations in the curves suggest
a difference in the way training proceeds due to different thresholds.
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Fig. 13. Plot showing error variation using different thresholds for digit 4. The
reject curve is plotted along with the error curve. The significant difference in reject
curves for different thresholds supports the claim that expected values from the GP
solution work as thresholding parameters in classification.

useful when we want to explore the solution space. The exploratory nature of
the second set of parameters is seen in Figure 14.

5 Summary and Future Work

A new handwritten digit classification paradigm based on genetic program-
ming techniques is presented. Classification accuracy of this technique is at
par to the state-of-the-art methods. Classifiers that adapt dynamically to the
scale of the classification task, are highly accurate, use a very small subset
of features and conform to our intuitive understanding of the regions that
provide maximum separability between classes can be developed using ge-
netic programming. Different issues in implementation of this paradigm were
presented in this paper.

The observation that in some cases of classification, the confusion intro-
duced by certain regions of the image leads to a loss of classification accuracy
is an important one. Traditional pattern recognition techniques start with a
fixed feature set so it is difficult to dynamically adapt to the scale of the clas-
sification task. Future work on building better pair-wise classifiers is under
consideration. The problems associated with noise in feature vectors and its
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Fig. 14. Plot showing error variation using different breeding parameters. The pa-
rameter sets are the search mechanisms responsible for production of new improved
solutions in GP based classification. The variation in error curves for two sets of
parameters demonstrate the population variety which GP based paradigm provides.

implication on GP based training is a subject of further exploration. Since
features are drawn from different levels correlations among them is often un-
avoidable. GP does try to select the optimal level but since no control struc-
ture is provided in generation of new GP-trees it is difficult to control feature
selection. Future work in this direction will further our understanding of cog-
nitively motivated pattern recognition approaches. It would be interesting to
design genetic programming operators (functions sets) to compare different
kind of search techniques. Our efforts are on to report the results of GP clas-
sifiers for “on-line” handwritten digit recognition which is another important
application domain.
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