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Abstract

Font-independent OCR solutions for Latin and Oriental scripts are commercially available and
widely used in Digital library applications. However, accurate OCRs are still not available for
Devanagari, a script used by over 400 million people in more than forty languages including Hindi
and Sanskrit. Challenges in Devanagari OCR include: (i) Large number of classes resulting from
a relatively large character set, (i) Character shapes made of complex primitives that cannot be
easily segmented using conventional character segmentation approaches, (iii) Variable representa-
tions of the same character in different fonts, and (iv) Preponderance of documents that are of poor
print quality or poor quality paper that causes unpredictable character distortions even in single
font documents. Prior techniques in Devanagari OCR mostly use font-dependent structural fea-
tures like average height, width, and stroke thickness to segment characters and employ template
matching for classification. A drawback with these methods is that segmentation errors cannot be
easily corrected by classifiers. An alternative approach would be to classify characters without
performing segmentation, where character shapes are modeled using shape descriptors learnt from
multiple character samples, or by using font-specific templates. Given the large number of char-
acters used in Devanagari script, a significant number of samples for each character are usually
not available for training. Therefore, the models cannot represent all the shape variations seen in
printed documents, leading to poor accuracy.

We address this challenge by segmenting the characters into components which are horizon-
tally or vertically juxtaposed, and connected along non-linear boundaries. Most techniques in the
literature have approximated the segmentation process by using sliding windows or projection pro-

files in a single direction. We adopt a Block Adjacency Graph (BAG) representation, where each



node of the BAG represents a part of the character image and the edges represent their intercon-
nections. Characters are segmented by selecting subgraphs while also accommodating the natural
breaks and joints in characters and the various ways in which alphabets can join.

Instead of the common approach of using font-dependent rules to guide the segmentation and
classification process, we have developed a recognition driven segmentation method that generates
multiple segmentation results for each character. Word hypotheses are generated by integrating
the image recognition results with a language model that encodes frequencies of alphabets and
syllabic characters. This is in contrast with the previous use of language models primarily as a
post-processing technique. We take advantage of the syllabic-alphabetic nature of the Devanagari
script by designing a stochastic framework where the primitives are syllabic characters made of
one or more alphabets. We use dictionary lookup to enhance the word hypotheses. On a publicly
available, multi-font test set of 10,606 words, we have achieved top choice word accuracy of 75%,
and top-5 choice word accuracy of 85%. This is a significant improvement over the performance

of previous techniques on the same test set.
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Chapter 1

Introduction

1.1 Background

Optical character recognition (OCR) is the process of automatically converting machine printed
documents to editable text. OCR combines the fields of pattern recognition, computer vision, and
natural language processing to “read printed text”, a task which previously could be accomplished
only by manual transcription. OCRs have facilitated several applications like automated labeling
of documents [9, 104], creating digital libraries from historical and contemporary literary collec-
tions [3, 29, 47], and remastering paper documents for digital distribution [13, 83].

Latin and Oriental script OCR currently report high accuracy rates on printed documents, with
several easily available commercial implementations. Similar advances have not been reflected
in Devanagari script recognition. While Latin OCR techniques handle multiple fonts with high
accuracy and have been integrated into several applications [69], Devanagari OCRs presently focus
on processing single font documents [6, 18, 64]. This thesis develops a methodology for font-
independent recognition of Devanagari text.

A subarea of pattern recognition is the use of language models in enhancing recognition results.

Recognition systems are often meant to be used on natural speech, handwriting, or publishing.



Linguistic patterns can be inferred from real data and used to assist the recognition process. For
example if an OCR is processing documents from the medical domain, the word sequence “brain
cell” can be considered more likely than “brain call”. Similarly, in English text,the alphabet “q”
is always followed by the alphabet “u”. Such knowledge can help in correcting errors that would
otherwise pass undetected. The detection and correction of errors can become better if the lan-
guage model can more accurately represent the patterns in real data. Previous recognition systems
have considered words or alphabets as linguistic units [12, 44, 51, 86], thereby modeling word or
alphabet distributions. Word models are typically applied after applying models that operate on
sub-words. We design a language model by using syllables as the linguistic units, and show that
they can give better results than alphabet models. Further sections of the chapter are devoted to

problem definition, the basics and terminology of Devanagari script, related work, our motivation,

and proposed methodology.

1.2 Problem Definition

Converting the image of a machine printed document into an editable format involves several
stages: (1) Noise removal that erases specs, blobs and other artifacts to obtain a “clean” document
image [1, 107, 108], (i1) Binarization that converts a gray-scale image into a bitonal image [98],
(ii1) Correcting the document slant [17, 54], (iv) Separating text regions from lines, photographs
and other non-alphabetic data [16, 19, 53] and (v) Recognizing the text. This thesis concentrates
only on the problem of recognizing text from word images and defines the multi-font Devanagari

OCR problem as follows:

e Input: Binary image of a printed Devanagari word.

e Output: List of word results along with their scores.



A significant point is that the problem is defined to be independent of visual statistics that
can be extracted from a paragraph or line of text. Many Devanagari OCR techniques require
a paragraph or line of text to be presented to the OCR. Such OCRs extract structural statistics
like character height, character width, number of vertical strokes etc from character images in a
paragraph or line and use the statistics while recognizing each word. Our viewpoint is that relying
on information embedded in these measures is akin to the extraction of font information, and is
highly error-prone. We will show that these statistics are consistent only in the single font scenario
and that they are unreliable for multi-font documents. Images of paragraphs or lines can contribute
to word recognition when using a word or sentence based language model. However, our language
model deals with units within a word and does not cross word boundaries.

To enable the processing of document images with our OCR system, we have implemented
a few previously established algorithms for noise removal, binarization, text-artifact separation,
and line/word separation [55]. The paucity of publicly available Devanagari data sets and usable
implementations of prior OCR techniques has led to the design of our own data sets and the use of
an in-house baseline OCR for comparison purposes. The data sets, tools and OCRs developed as

part of the thesis have been made available to the research community'.

1.3 Devanagari Script and Terminology

This section outlines characteristics of Devanagari and linguistic definitions that are relevant to our
OCR problem. Appendix A provides more details on the subject.

Devanagari belongs to a class of scripts which are known as alphasyllabaries, alphabetic-
syllabic, or abugida [24]. According to linguistic definitions (Chapter 1, 31 of [24]), a charac-
teristic of these scripts is that they have a basic set of symbols each of which represents a specific

sound. One or more of these symbols may be combined to form a single visual unit. Further, each

'The data and tools are available online at: http://www.cedar.buffalo.edu/ilt. ~The OCR is located at:
http://phoebe.cedar.buffalo.edu/ocr/



visual unit corresponds to the onset and nucleus of a syllable, a well defined unit of pronunciation
(Formal definition given in section A.2). For example, ¥ and ¥ are two symbols in Devanagari
and are pronounced as k (ka without the ending a sound) and ya respectively. They can be fused
together to write ¥ , which is pronounced as kya. Let us consider a script which belongs to a
different class - (Say) Latin, which belongs to the class of alphabetic scripts. When Latin is used
to write English, alphabets are supposed to be printed as isolated units and are connected with
each other only in cursive writing; further, the pronunciation of Latin alphabets can change with
context, E.g: o is different in book and dog.

The research community uses a diverse terminology while referring to the linguistic units dis-
cussed above. Phonological studies on syllabic-alphabetic scripts refer to the visual unit as an
orthographic syllable [91], while the OCR domain refers to them as characters [6, 36]. The basic
set of symbols are referred to as glyphs in some phonological studies [91] and as alphabets both
in OCR and phonological research [6, 24, 36, 100]. We use the term “character” for each visual
unit and the term “alphabet” for each symbol in the basic set. In our OCR design, certain alphabets
are segmented into smaller parts to assist recognition. We use the term “components”, to mean the
parts into which an alphabet image can be segmented during the OCR process. Figure 1.1 shows
an example of how the terminology is used to refer to different parts of a Devanagari word.
Shirorekha

Ascender ——— P

Core —s
Descender —

3 q':‘f a'Characrer or Orthographic

syllable

q - 7-|' ')l' a-AIphaber or glyph
q 2 q- Q-r a-Componem

Figure 1.1: Character zones in a Devanagari word (top) and splitting of a Devanagari word (bottom)

The Devanagari alphabet set contains consonants, half-consonants, vowels, vowel modifiers

and digits (Table 1.1). Devanagari digits are similar in usage to their counterparts in Latin script.
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Voiceless Plosives/Stops Voiced Plosives/Stops Nasals

Un-Aspirated Aspirated Un-Aspirated Aspirated
Velar d F k[T B KO[T T @[T T ¢ [FT - p
Palatal | = th|& - fo|FT T dp|dA T di|T F o
Retroflex | € - to |8 - t|¥ - P | - do|T T no
Dental |@ € p|T L o |T - | © do|T + n
Labial | © po|H @F po|T & bo | ¥ bo [ F mo
Palatal Retrofiex Dental Labial Glottal
Sonorants | & % jo | U - | ¢ b |d ©°& w
Sibilants | ¥ ¢ | ¥ & s | ¥ g g - ho

(a) Consonants, consonant half-forms and their pronunciation

Front Central Back
T T I L. v
el S F . ou| °2R3IVALRVCR
A ar T
Mid a e o) .. cu e
Q’ S e AT T o I3 %
T PN .. .
¢) Digits and special symbols
Low AT T a (c) Dig p Yy

(b) Vowels, vowel modifiers and their pronunciation

Table 1.1: Devanagari alphabets with their IPA (International Phonetic Association [48, 70]) pro-
nunciation and their phonetic attributes.

Devanagari characters, however may contain one or more alphabets whereas Latin characters are
synonymous with Latin alphabets. Effectively, a large number of Devanagari characters may be
formed by combining different alphabets: A vowel or consonant may be considered as a character
(Eg: & =7 ), conjunct or compound characters are produced by combining half-consonants
with consonants (Eg: F + & — F9), and consonant-modifier and conjunct-modifier characters are
produced by combining consonants and conjuncts with vowel modifiers (Eg: & +T — &, ¥ +T
— ).

Devanagari is used to write several languages like Hindi, Marathi, Sanskrit etc. We will be
studying the use of Devanagari in writing Hindi. Most consonant and vowel forms are written

from left to right and joined together into words by a horizontal line, called the shirorekha (Fig-



ure 1.1). We refer to these as core components in this thesis. Some modifiers may be written
above the shirorekha and we refer to them as ascender components or ascenders. Modifiers written
below the consonants are called descender components or descenders. In our work, we refer to

different characters by using a nomenclature that indicates the location of constituent components

(Table 1.2).
. Sample
Character type Modifier type Character Alphabet(s) Component(s)
Consonant/vowel - q q q
Consonant-descender | Descender g T o a o
~ ~
Consonant-ascender | Ascender a‘ q q
Consonant-core Core g7 g T I T
Lal
Consonant-ascender | Ascender/core | IT e g T
Conjunct - E22h T T T T
Conjunct-descender | Descender KR F g F T
~N ~N
Conjunct-ascender Ascender or € v LS
Conjunct-core Core T g0 T 0
. . ~
Conjunct-ascender Ascender/core | FIT F T T 0

Table 1.2: Types of Devanagari characters and constituent components

1.4 Related Work

1.4.1 Prior Work in Classification and Segmentation

Most Devanagari OCR techniques split words into smaller units, though implementations vary on
the level of segmentation. While some approaches use characters as classification units [18, 71],
others segment a character into components before classification [6, 64]. When characters are
used as classification units, horizontal and vertical profile of each word is examined to remove the
shirorekha and separate the characters. In most Devanagari words, the shirorekha is very well-
defined and projection-profile techniques are fairly accurate for this stage. Each character image is
classified using decision trees, with the class space being pruned at each node [18]. These systems

need sufficient training samples for each character class, and do not include infrequent conjunct and
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consonant-modifier characters in their class space. Images obtained after removing the shirorekha
correspond to Devanagari characters. The images are input to a classifier that returns a character
class label. The word result is obtained by concatenating character class labels.

Analysis of the EMILLE corpora [5] shows that Devanagari text has a sparse character distri-
bution, with a large number of classes having few samples. Character classifiers often omit the
rare characters from their class space, or use the few available samples as training data. In either
cases, this leads to an adverse reduction of overall accuracy. Consider for example the ILT image
dataset which has 32,413 characters [58]: 537 characters occur less than 7 times each, while 426
classes have just over 60 samples each. The former set of 537 characters will easily classify as
rare characters and would be left out of the class space. Due to the sheer number of classes, they
constitute 12% of the total text, and ignoring these characters or training on the very few samples
would degrade OCR results. Sufficient samples of rare characters cannot be collected by simply
increasing the amount of data collection. Because multiple characters can be formed from Devana-
gari alphabets, the number of alphabet combinations increases as we observe more data. Chapter 3
describes the aspect of data collection and character frequencies in Devanagari.

Another challenge for character-based classifiers is that font changes in Devanagari are more
significant at the character level than at the component level. The shape of a component does
exhibit some variation across different fonts, but the difference in fonts is most apparent when
components are combined to form characters. Descender components are often added at different
locations based on the font - For example Figure 1.2(a) shows samples where the modifier “_”
is attached differently on core components & and &. Print variations also alter the positions of
components, leading to characters that may be disjoint in some words and connected in others
(Figure 1.2(b)). Collecting representative samples of all these problems and modeling all such
variations is not easy.

Some recognizers segment a character before classification [6, 64] to take advantage of the

fact that character classes are large in number, but are composed of a smaller set of components.



The number of characters can range in the hundreds (973-5537 depending on the language/data
set, Table 3.4), while the number of components is much less (we use 52 components, Table 5.1).
Attributes like location and number of vertical strokes, average width, and average height are used
to distinguish conjuncts and consonant-descenders from consonants/vowels. These features are
used in a rule-based technique to segment conjuncts and consonant-descenders. This approach
is not robust to font and print variation and incorrect segmentation may occur in many cases. For
example, we examine descender segmentation [8], which is done by using average character height
to predict a region of interest (ROI). The ROI is examined using run-length analysis to separate
descenders. However, variation in height often causes over-segmentation. Figure 1.2(a) shows how
the descender “,” can be correctly separated from “&” and “&”, but at the same time the character
‘T 1s over-segmented. Rule-based segmentation schemes also fail to account for fused characters
where two or more alphabets are illegally touching each other (Figure 1.2(c)). The accuracy of

these approaches is limited by the accuracy of segmentation. Additionally, sequential application

of segmentation followed by component recognition does not lend itself to post-processing.

k- e ] Waord with un-fused characters
Character gap in word Original conjuncts

_‘m -~ = F— —_—
Avg Height @ § b Cf_ . ? b {:l’ ‘::

.
Additional character gap Fragmented conjuncts Word with fusedcharacters

(a) (b) (©

Figure 1.2: Devanagari text samples (a) Descenders, (b) Fragmented conjuncts have the same
separation that is seen between characters in words, (¢) Fused characters

Researchers in Devanagari OCR have so far dealt with single font systems, but the approaches
cannot scale to font-independent OCR. In multi-font Devanagari OCR, problems are mainly caused
by the large number of character classes and the unpredictable character shapes. Latin and CJK

recognition have been able to handle similar problems, and report high accuracies on multi-font
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documents. We study some of the techniques in Latin and CJK recognition and examine if they
can be applied to Devanagari.

1) Segmentation Techniques for Latin Scripts: Sliding window with selective segmentation
has been used in Latin OCR to separate fused characters [15, 88] (Figure 1.3(a)). A rectangular
window is used to horizontally divide fused characters into two parts. Classifiers are used to
reject or accept segmentation results. In Devanagari, conjunct and descender characters need to
be segmented at non-linear boundaries in two directions: horizontally or vertically. On the other
hand, reported schemes either use a linear segmentation window or segment characters along a

single direction.

Im " § BT oo q
rmir - |m-

(a) (b) ©)

Input Part in window | Remainder . ;; _..—I'I' @- H &r g
M 2=t - g e

0

r 0

Figure 1.3: Character segmentation in Latin and Chinese OCR: (a) Sliding window technique
for fused character segmentation (Technique from [88]), (b) Segmenting Chinese characters into
straight line primitives (Technique from [82]), (¢) Devanagari characters (top) and non-linear prim-
itives (bottom)

2) Classifiers for Large Chinese Character Set: One approach seen in Chinese OCR is to di-
vide the large character set (3,000-7,000 characters) into groups [82, 96]. Each group is associated
with the presence or absence of a characteristic line (linear primitive). At run-time, linear prim-
itives extracted from a test character are used to limit the recognition hypothesis to one of these
groups, and detail features are used to classify within the group. Another technique to recognize
the large character set is to model a character as combinations of linear primitives [94, 105]. Re-

sults from classifying such linear primitives are used to derive character hypotheses (Figure 1.3(b)).



While these systems rely on identifying linear primitives from a character, Devanagari characters
are composed of non-linear primitives (Figure 1.3(c)). No technique exists to obtain non-linear

primitives from Devanagari characters.

1.4.2 Related Post-processing Approaches

In Devanagari, character formation from components is governed by a set of rules called script
writing grammar or script composition syntax. Sinha demonstrated the utility of these rules in
correcting simulated OCR errors [84]. Examples of script writing rules are: (i) Vowel modifiers
should be associated with a consonant, and (ii) only one vowel modifier must be present in a
character. Dictionary lookup is used by Bansal et al to prune word recognition results [7].

It is common knowledge that probabilistic models can enhance recognition results before using
a dictionary. Examples include alphabet n-grams which been accommodated in Latin OCR [12,
44], word n-grams and trigger pairs which have been analyzed for speech recognition systems [80].
Kukich provides an excellent survey of some of these techniques [59]. At the sub-word level,
attempts have been made to design models based on morphemes, or suffix-prefix relations [42, 86].

Probabilistic language models are intended to be algorithmic representations of natural lan-
guage phenomena. For instance, word n-gram models are based on the natural phenomena of
related words appearing together in a paragraph of text. Most of the probabilistic language models
used in OCR have concentrated on studying alphabets, or words as units of the language model.
Devanagari OCR techniques have been limited to the rule-based implementations of script writing
grammar or dictionary based comparison. In this thesis, we explore the use of syllables and sound

cues in processing language.
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1.5 Motivation

Psychological studies show that humans use auditory perception as a support system for read-
ing [41, 97]. To describe this phenomena, we cite an experiment in which users are presented
with words printed in different colors (Figure 1.4(a), 1.4(b)). The user is required to press keys
corresponding to the color in which each word is written (Figure 1.4(d)). The time taken to press
the sequence of keys is recorded for each line. The observation in this study is that users take
less time to press the keys when the underlying sound is similar to the color of the word, but take
more time when the sounds and colors are dissimilar. The original test and psychological theory
is detailed in [10, 93] and arrives at the conclusion that humans automatically use phonological
or sound models to read text. Independent studies have confirmed that this conclusion holds true
in several languages like English, French, Hebrew etc. where specific sounds are associated with
alphabets [14, 76]. Human studies outlined in [27, 90] show that auditory perception is used even
to read pictographic scripts like Japanese and Chinese which have no concept of an alphabet, or a
sound being directly associated with an alphabet. These studies further suggest that the linguistic
units used by humans correspond more closely to syllables than to sub-syllable units like alphabets
or extra-syllable units like prefixes. In [70] it is claimed that a set of rules defined using syllables
can represent the phonological structure of Hindi (Details in section A.4). The study includes ex-
periments which show that native readers of Hindi very quickly reject non-words that violate these
rules, but have difficulty in rejecting non-words which conform to the rules.

While the use of sound models in human reading is well established, there are some difficulties
in incorporating sound information in a computational model in OCR systems. In many scripts,
the mapping from written symbol to the spoken sound is not direct. In alphabetic scripts like
Latin, the pronunciation of the alphabet changes with context (E.g. water and owl) and additional
computational models are required to map written symbols to sound [91]. These variations in

pronunciation occur very rarely in syllabic-alphabetic scripts like Devanagari. In Devanagari, each
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a) blue red green a) balloon reed greed a) =

b) bloo read grin b) reed greed hello b) & «

¢) bloo read fellow c¢) balloon reed greed C) 2 &

d) blue red yellow d) balloon greed hello d) - w
(a) Words where pronuncia- (b) Words where pronunciation (¢c) Objects with
tion has high similarity with has limited similarity with color limited similarity
color to color

® ® & O
1 2 3 4

(d) Buttons to be selected for
each line

Figure 1.4: Stroop test to study the use of sound cues in reading

alphabet is assigned a fixed pronunciation (Table 1.1). For example: T is said to be a Labial,
i.e. it is generated from the lips; @ is a dental, generated from the teeth and so on. Since this
pronunciation does not change with context, the structure and statistics of Devanagari phonetic
units like syllables and phonemes can be extended to characters.

The recognition-driven design for our OCR is inspired by the analysis of different character
segmentation paradigms, originally proposed by Casey et. al: “dissection techniques for seg-
mentation, recognition driven segmentation and holistic recognition” [15]. It is well known that
dissection techniques have the intractable drawback of propagating segmentation errors. Holistic
recognition has been popular with lexicon-driven HWR (handwriting recognition) [57, 112], but
has not been widely used in OCR. Recognition driven segmentation has long been the focus of both
Latin and Chinese OCR, with high accuracy rates being reported in both approaches [62, 88, 102].
Most of the attempted techniques in Devanagari OCR have followed dissection based approaches,
with limited success. We attempt to design a Devanagari OCR system that follows the recognition

driven segmentation paradigm, combining all stages of recognition into a single integrated model.
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1.6 Challenges

Some of the research problems in Devanagari OCR are:

(a) A large number of in-frequent character classes are seen in DL collections (973 character
classes in ILT image dataset [58], 5,537 in EMILLE text corpus [5]). In current OCR approaches,
many characters are misclassified or not included in the classifier training set (Section 1.4.1).

(b) Font variations change the relative positions of combining alphabets, significantly altering
the shapes of consonant-descender and conjunct characters (Figure 1.5(a)). Current techniques
for descender and conjunct character segmentation do not address these variations (Section 1.4.1).
Sequential application of segmentation and component recognition does not lend itself to post-

processing.

Font 1 airﬁ ‘é‘Q“ ﬁ h+ & = T
Font 2 GT!T# §q %3‘ I+ a
rons 3TGT g0 BB v +

(@ (b)

23

Figure 1.5: (a) Devanagari words in different fonts. (b) Devanagari characters having alphabets
connected from left to right or top to bottom.

(c) Poor printing methods may lead to fragmented conjuncts or fused characters (Figure 1.2)
which are not handled by current systems.

(d) State of the art techniques for Latin and Oriental script OCR focus on identifying linear
primitives from a character, or segmenting characters along a single direction. Devanagari charac-
ters are composed of non-linear primitives that may be fused vertically or horizontally (Figure 1.3).
Devanagari OCR requires a scheme that allows segmentation of characters along non-linear bound-

aries in a vertical or horizontal direction. Figure 1.5(b) shows samples of Devanagari characters
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which cannot be segmented using linear boundaries or by scanning characters in a single direction.
(e) Post-processing stages using syllable or phoneme restrictions can be adapted into Devana-
gari OCR. A related issue is that these restrictions fit into a probabilistic framework and others like

script writing grammar need rule-based models, and have not been integrated into a single system.

1.7 Proposed Method

In order to address these challenges, we propose a new methodology for Devanagari OCR: (i) Use
non-linear boundaries to segment components that may be present at the center, top and bottom of
character region, (i1) Design component classifiers which can tolerate segmentation errors, and (iii)
Generate word results by combining the rule-based script writing grammar and phonetic language

models into a single stochastic framework.

1.7.1 Data Collection and Baseline System

The availability of standard, public-domain data sets is a must to train recognition systems and
compare results with the community. Whereas Latin and CJK recognition technologies have ben-
efited immensely from the ready availability of data resources [39, 43, 56], Devanagari OCR is
faced with lack of public domain training and test data sets. Our first step has been to collect data
sets for Devanagari and provide them for public use.

Standard techniques are available for certain stages in Devanagari OCR like shirorekha removal
and are known to be highly accurate. We find it prudent to examine the strengths of contemporary
techniques before designing a new system. A segmentation driven recognizer has been designed

to provide a baseline system for comparison purposes.
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1.7.2 Study of Data Structures

Efficiency of the data structures used for image representation is central to recognition tasks. Data
structures impact the amount of memory needed to store an image as well as on how suitable it is
for image recognition. One may tend to confuse image representation with feature extraction [99],
but these are very separate problems. The latter deals with representing image characteristics like
skeletons, structural descriptors or moments that can abstract out pixel level information. The
former refers to a data structure that can recreate the original image in a lossless manner.

A previous study compares bitmap, chain-code, fax-compressed, and run-length representation
representations on the basis of slant correction and contour smoothing [87]. We extend that work
by considering the Block Adjacency Graph representation and evaluate the important aspect of
character segmentation. Devanagari characters are segmented by taking advantage of the Block
Adjacency Graph (BAG) representation, so that segmentation boundaries can accommodate the
natural breaks and joints in a character and the various ways in which alphabets can join even in

non-standard fonts.

1.7.3 Recognition Driven Segmentation

The BAG based character segmentation provides multiple segmentation hypotheses. Classifiers
can be used to rank these character images and identify ones that closely represent Devanagari
alphabets and others that do not. In case of Devanagari, characters need to conform to a set of
linguistic conditions which are defined as script composition syntax or script writing grammar.
The common approach in Devanagari recognition has been to use hand-crafted, sequential rules for
segmentation, classification, and matching with script writing grammar. We design a recognition

driven segmentation method using the hypothesis and test paradigm.
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1.7.4 Language Model

Motivated by the syllabic-alphabetic nature of Devanagari script, we implement a language model
that encodes n-gram frequencies of syllables or phonemes. Previous work in linguistic post-
processing techniques have considered alphabets or words as primitives. Our thesis explores a
stochastic framework where the primitives are syllables which can include one or more alphabets.
Devanagari can be used to write several languages like Sanskrit, Hindi, Marathi. Even though the
script remains the same, there are subtle variations in the phonetics across the different languages.
This thesis studies the phonetic aspects of Hindi and designs a language model that can enhance

Devanagari OCR results.

1.8 Dissertation Qutline

Analysis of related prior work is presented in chapter 2. Chapter 3 describes the collection of
ground-truthed data and the implementation of a baseline OCR system. Discussion of the Block
Adjacency Graph representation and other data structures is provided in chapter 4. Chapter 5
outlines the design of a recognition driven segmentation technique for Devanagari characters. The
stochastic language model to obtain word recognition results is outlined in chapter 6. Experiments
on our publicly available dataset and conclusions from our work are presented in chapters 7 and 8

respectively.
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Chapter 2

Prior Work in OCR and Language
Modeling

The problem of OCR has been central to the domain of pattern recognition, with several researchers
providing varying solutions to decipher printed text. While section 1.4 provides an introduction to

some of the prior art in this field, a more detailed view is presented here.

2.1 Prior Devanagari OCR Methods

Most researchers in Devanagari OCR split words into smaller parts, but the level of segmentation
differs across implementations - some techniques separate all the constituent components from a
character and classify each component [6, 64, 38] while others treat character shapes as distinct
classes [18, 85] (Figure 2.1). A Devanagari word can be segmented into characters by removing
the shirorekha, which is often very well defined. On the other hand, segmenting Devanagari char-
acters into components is more challenging, primarily due to the following factors: (i) Characters
can have more than one component, (ii) Components can be fused horizontally or vertically, (iii)

Components are connected along non-linear boundaries, and (iv) Changes in font type and print
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quality vary the relative locations of components. On account of these factors, Devanagari charac-
ters have a more complex shape than their constituent components. The complexity of character
shapes implies that classifying characters is not easy in comparison with classifying components.
In the remaining parts of this section, we will discuss prior techniques in Devanagari OCRs by di-

viding them into those which use character classifiers and those which use component classifiers.

~ Shirorekha

e

=BAar — N
L:!\ i‘.ﬂ d "‘xﬁ_ Characters (input

to classifier)

(a) Character based recognition.

~ +— Ascender
W‘ - & ‘i‘%% dr]—. q;a d |-—Core

Descander

Perform additional segmentation
to get components

(b) Component based recognition.

Figure 2.1: Segmentation involved in character and component based recognition

2.1.1 Character Based Devanagari OCR

Character based recognition approaches usually involve only a single stage of segmentation which
is the removal of the shirorekha (Figure 2.1(a)). Chaudhary [18] and Khedekar [38] use projection
profiles of words to detect and remove the shirorekha. Horizontal projection profiles sum the
intensity values along each row of the image. Since the shirorekha extends across the width of the
word, a very high value of the horizontal projection profile will be obtained at rows corresponding
to the shirorekha. In [17], Chaudhuri outlines an approach where shirorekha detection and skew

correction is performed by analyzing the upper envelope of words.
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Once the shirorekha is removed, classifiers are used to match the resulting images with the
closest character class. Sinha and Mahabala [85] outline a syntactic recognition system for char-
acters. The system generates a picture language for Devanagari characters by extracting structural
features and their relative positions. During recognition, structural features of the input character
are compared with the stored picture language description, and the closest comparison is selected
as the classifier result. Pal and Chaudhuri [18] employ a decision tree structure to classify char-
acter images. The character space is pruned at each node of the decision tree by checking for the
presence or absence of a specific structural feature. An example is shown in figure 2.2. Pal and
Chaudhuri observe that structural features are not sufficient to cover the entire range of Devanagari
character classes, and some of the terminal nodes in their decision tree structure have multiple char-
acter classes. They use template matching of binarized character images to disambiguate among
the multiple character classes.

These character-based systems need sufficient training samples for each character class, and
choose to not include infrequent conjunct and consonant-modifier characters in their class space.
Devanagari text has a sparse character distribution, with a large number of classes having few
samples - consider for example the ILT image dataset which has 32,413 characters [58]: 537
characters occur less than 7 times each, while 426 classes have just over 60 samples each. The
former set of 537 characters are usually considered as rare characters and left out of the class
space. Thus, the character-based system is incapable of modeling the large number of shapes and

leads to a reduction in overall accuracy.

2.1.2 Component Based Devanagari OCR

Component based character recognition has three salient segmentation steps: Removing the shi-
rorekha and ascenders, segmenting conjunct characters, and segmenting descender characters. The
images obtained after completing the segmentation steps are matched with component classes by

using classifiers. Words are generated by recombining the component results into characters. The
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horizontal projection profile discussed in the previous section is found to be stable, and is used
in most Devanagari OCR implementations. After shirorekha removal, the ascenders are easily
identified as image segments which lie above the shirorekha.

Bansal and Sinha perform conjunct and descender character segmentation by examining the
structural features of character images [8]. They first perform shirorekha and ascender removal
using horizontal projection profiles. They examine different structural features to segment con-
junct and descender shapes. If the height of a character is greater than a predefined threshold, the
character is assumed to contain a descender. Horizontal profile of each row is computed from such
characters, and the image is segmented at a row having the lowest value of horizontal profile. Us-
ing classifiers, the lower part of the image is matched with descender classes and the upper part is
matched with consonants. Images whose aspect ratio and width is greater than the corresponding
thresholds are examined for conjunct character segmentation. The authors scan each such image
from right to left, searching for a thin junction point. A thin junction point is defined as an image
segment having height less than a predefined threshold. In case a junction is obtained, the resulting
image is segmented at the column corresponding to the junction. Figure 2.3 shows examples of
conjunct and descender segmentation using these methods. Ma and Doermann [64] employ the

same methodology for conjunct and descender segmentation.
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Figure 2.3: Segmenting conjuncts and descenders to obtain components [8]

Once character images are segmented, classifiers can be used to map the image segments to
component classes. Bansal classifies images by using structural features in a blackboard frame-
work [6]. In this approach , various structural features like number and position of vertical strokes,
horizontal strokes, loops, or curves are used to guide the classification. Ma and Doermann [64]
classify component images by template matching using generalized Hausdorff image matching.
The result of component recognition is in the form of a sequence of components. Since a character
is composed of many components, several characters may be formed by different groupings of
components. However, all component sequences do not form valid characters and the formation
of characters from components is guided by a set of rules called script composition grammar [84]
(Section 2.3.3). Both Bansal and Ma use such rules in processing components and generating the
final word hypothesis.

The approach used in designing a component-based Devanagari OCR has so far followed se-
quential application of segmentation, classification, and post-processing. Due to sequential pro-
cessing, errors in each stage are propagated and the accuracy of this methodology is limited by
the accuracy of segmentation. Figure 2.4(b) shows a sample where the segmentation criteria may
be satisfied at two segmentation hypotheses. However, current systems are designed to consider
only one segmentation result and hence make errors in such cases. Segmentation methods have
so far depended on structural features which are sensitive to font and print variations. Character

shapes vary across fonts, and the structural features of a specific font may not necessarily hold true
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(c) Use of average height as threshold to segment characters. Red
arrows indicate erroneous segmentation.

Figure 2.4: Errors due to font-dependent segmentation.

for characters of a different font. Poor print quality also adds to the unpredictability of character
shapes. Figure 2.4(a) shows an example where a thin junction is found on certain samples of the
conjunct ¥4, but is not found on other samples. Figure 2.4(c) shows that the use of average height

as a criteria for character segmentation can cause incorrect results.

2.2 Prior Techniques in Latin and CJK Recognition

Most of the challenges in Devanagari OCR are due to the large number of character classes that
have multiple components connected to each other. Latin and CJK (Chinese, Japanese, Korean)
recognition systems have previously dealt with similar problems. In this section we look at both

machine print and handwriting recognition approaches in Latin and CJK scripts.
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Figure 2.5: OCR paradigms based on segmentation methodology [15]

2.2,1 Utility of the Recognition-driven Segmentation Model

Casey groups OCRs into three categories based on the segmentation methodology used [15]: “dis-
section techniques for segmentation, recognition driven segmentation and holistic recognition”.
Figure 2.5 illustrates the major steps in these three types of techniques, and Figure 2.7 shows
examples implemented along the different paradigms. Most of the Devanagari OCRs follow the
first paradigm by dividing a word into smaller units and then classifying the segmented images.
This sequential application of segmentation and classification is the main disadvantage of prior
Devanagari OCRs. In the dissection framework, errors that occur while segmenting characters into
components are carried forward and cannot be corrected by downstream processing.

Holistic techniques do not segment a word image and perform recognition using higher level
features like loops, cusps, word envelops etc extracted from the entire word image [61, 66]. Words
in the printed domain show more regularity in their holistic features. While these features can

contribute to recognition at specific stages, additional discriminative information is essential to

23



recognize printed text.

Recognition driven segmentation has long been the focus of both Latin and Chinese OCR, with
high accuracy rates being reported in several implementations [62, 88, 102]. In recognition driven
segmentation, there is the concept of lexicon driven and lexicon-free recognition. The former
design has been more popular in handwriting recognition [2, 31, 57]. In lexicon-driven systems,
it is assumed that the recognizer results will be limited to a known set of words. To explain
the lexicon-driven approach, we briefly describe the recognition system which has been originally
reported in [31]. The recognizer first uses several training samples of each word and learns a model
for each entry in the lexicon. At run time, the test word is matched with each lexicon model using
feature extraction and classification methodology that has been applied during training. The result
is taken as the word whose model provides the best match with the test sample. As the number
of lexicon entries increase, the discriminative power required in each word model also increases.
Accuracy is known to drop dramatically with increase in the lexicon size, and gets to impractically
low values with lexicons having thousands of entries [40, 101].

Lexicon-driven recognizers often reduce the number of word hypotheses by using additional
models or contextual information during runtime. For example, bank check recognizers limit their
recognition to numerical spellings, postal address recognizers limit their recognition to city names
etc. This thesis deals with Devanagari OCR where the input is only a single word image where
we do not have any models to reduce the lexicon. Our effective lexicon is of the order of a few
thousand words. Therefore, the best solution for our problem is a lexicon-free, recognition driven
segmentation approach. In the next section, we will look at previous approaches in recognition-

driven segmentation for Latin/CJK OCR and examine if they can be adapted to Devanagari OCR.

2.2.2 Recognition-driven Segmentation Techniques in Latin OCR

In Latin OCR, recognition-driven segmentation techniques have been used to address the problem

of illegally fused alphabets [62, 88]. Song recognizes fused Latin alphabets by using a rectangular
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Figure 2.6: Examples of Latin OCR techniques which follow different OCR paradigms
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Figure 2.7: (a): Devanagari characters which need to be segmented along non-linear windows, (b)
Devanagari characters which need to be segmented from top to bottom, or from left to right
window to divide the image into two parts - one that is inside the window and the remaining that
is outside the window [88]. Each part is classified by using an alphabet classifier, and the classifi-
cation result is rejected or accepted using a pre-defined threshold on the classifier score. When the
classifier result is rejected, the right boundary of the window is increased by a small amount and
a new segmentation hypothesis is considered. This method cannot segment Devanagari characters
that are joined along non-linear boundaries (Figure 2.7(a)). The same authors introduce character
adaptive masking to obtain a non-linear boundary. In this approach, a character hypothesis is ob-
tained for each rectangular window. A prototype image of the specific character class is placed in
the window and the pixels falling under the prototype image are set to a background color. The
drawback of this method is that the selected prototypes have fixed fonts, and inconsistent bound-
aries are usually generated while recognizing characters with a different font.

One method to obtain non-linear segmentation boundary has been reported in Lee et. al. [62],
where each pixel of an image is considered to be the node of a graph. Successive segmentation
hypotheses are created by starting from the leftmost pixel in the image and selecting one node
(pixel) at a time. This method is capable of segmenting characters along a non-linear boundary.
While non-linear boundaries are possible in the approach developed by Lee, the non-linear bound-
ary cannot be more than a few pixels in width. These methods are designed to handle segmentation

in only one direction. However, Devanagari characters have to be segmented in at least two direc-
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tions - from top to bottom and left to right (Figure ??). Similar constraints are observed in other
segmentation techniques, many of which are described in the survey by Casey [15].

In recognition-driven segmentation approaches, multiple hypotheses are generated during the
segmentation process. In the techniques discussed so far, consecutive hypotheses are obtained by
pixel level operations on the segmentation boundaries: typically, the boundary is shifted by one
or two pixels to the right. When characters are fused, the points of fusion form natural breaks
and joins. Generating segmentation hypotheses at such breaks and joins is sufficient for recogni-
tion purposes. Segmentation techniques that use pixel level operations cannot accommodate such
knowledge, and generate more segmentation hypotheses than required. In subsequent chapters, we
design a segmentation approach that uses the Block Adjacency Graph representation to generate

fewer hypotheses.

2.2.3 Techniques in CJK OCR

CIJK scripts have large number of characters (3,000-7,000 characters [56, 96]), and therefore are
similar to the large number of characters seen in Devanagari. Most of the CJK characters are
composed of straight line primitives and recognition techniques often divide characters into pre-
defined groups based on the presence or absence of a characteristic straight line primitive [82, 96].
At run-time, linear primitives extracted from a test character are used to limit the recognition
hypothesis to one of these groups, and detailed features are used to classify within the group.
Another technique to recognize the large character set is to model a character as a combination of
linear primitives [94, 105]. During run-time, the candidate image can be classified by identifying
the radicals present in it. These systems rely on identifying linear primitives from a character,
whereas Devanagari characters are composed of non-linear primitives. Moreover, no technique

exists to obtain non-linear primitives from Devanagari characters.
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2.3 Prior Techniques in Language Modeling

In order to assist recognition, natural language phenomena is often emulated using computational
models E.g: Alphabet co-occurrence statistics have been accommodated in OCR applications by
using the n-gram model [12, 44, 72]. The utility of language models need not be limited to recog-
nition systems. An example is the stochastic finite state automata used by Forcada to design a
predictive text entry scheme for reduced keyboard devices [32]. In devices like cell phones, the
number of keys is less than the number of alphabets required for the language. The number of
keystrokes required to enter a word using a reduced keyboard is far greater than the keystrokes
needed on a normal keyboard. Forcada designed a SFSA that modeled suffix/prefix relations in
the Catalan language and predicted users intended text after observing the already typed text. This
reduced the keystrokes needed for text entry and created a faster interface.

Kukich provides an excellent survey of techniques that can correct word errors in text [59].
We discuss some of the currently prevalent techniques in language modeling, and outline a novel

method based on modeling sound cues to prune recognition results.

2.3.1 Dictionary based models

Dictionary lookup is a language model where one creates a list of known words and matches
the recognition results to a word from the list. Dictionary lookup is implicit in lexicon-driven
recognition systems (Section 2.2). In case of lexicon-independent recognizers, dictionary lookup
is implemented as a post-processing step [7, 81, 86, 103]. The common approach is to compare
recognition results with each entry in the dictionary using a distance metric such as the Levenshtein
edit distance [63]. The dictionary entry with the least distance is selected as the correct result.

It is likely that during dictionary lookup, multiple words in the dictionary are found to have the
same edit distance. Constraints are imposed on the dictionary lookup process [81, 86] to disam-

biguate among multiple matches. For example in [81], instead of searching for a dictionary entry
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Figure 2.8: Example illustrating shape-based matching.

having the minimum Levenshtein edit distance, a shape based edit distance is used to perform the
dictionary lookup. The edit distance is designed such that the matched entry has a shape that is
similar to the alphabet classes provided by image based recognition. An example is illustrated in
Figure 2.8. Dictionaries can often be very large in size, and the lookup process can be compu-
tationally expensive. There is considerable background work on fast dictionary lookup to reduce

computational complexity [7, 103].

2.3.2 Non-dictionary Models

One view of language models is a system that can consider a sequence of alphabets as history and
the provide conditional probabilities of the following sequence of alphabets. It is widely believed
that these non-dictionary models can be used to enhance recognition results before applying dictio-
nary comparison [42, 44, 59, 86]. In addition, non-dictionary models can be closely integrated with
the underlying image-based recognition. Recognizers which use dictionary-based models have to
construct the entire word hypothesis before taking advantage of the language model. Lexicon-
driven recognizers are an exception, but are not suitable for Devanagari OCR (Section 2.2).

A non-dictionary language model is the n-gram model which can be defined on different lin-

guistic units: alphabets [12, 44], sub-words like suffixes or prefixes [72], and words [80]. Another
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model uses the Finite State Automata in accepting results as belonging to a language or reject-
ing them for further processing [50, 32]. Most of these non-dictionary models have considered

alphabets, or words as units of the language model.

2.3.3 Language Models in Devanagari OCR

Dictionary lookup for Devanagari OCR has been implemented by Bansal in [7]. The dictionary is
partitioned into groups of words, with each group identified by two alphabets, called “tags”. During
recognition of a word image, the image classification part outputs a word hypothesis. Groups of
two alphabets are formed from this word result. Words having the same tag as these groups are
selected as the possible dictionary entries to be matched against the word result given by image
classification. Information from structural features is used while matching dictionary entries with
recognition results. The idea is to inhibit dictionary entries which require a substitution between
characters having dissimilar shapes and structural features.

Sinha outlined a series of rules called script writing grammar or script composition rules, which
specify how components combine to form alphabets and how alphabets combine to form charac-
ters [84]. All component based Devanagari OCRs [6, 38, 64] implement some form of the script
writing grammar. The rules used to combine components into alphabets can vary across imple-
mentations. This is usually because specific implementations vary in the method by which they
segment characters into components, or vary in the number and type of components supported.
For instance if the component  is not recognized in an OCR, the alphabets 21T Q‘\l‘ etc cannot
be recognized. In another case, an OCR implementation might segment the vowel modifier I into
components ™ and T while another method might not perform such segmentation. In the former
approach, a rule would be used to combine components ™ andT into the vowel modifier I, whereas

in the latter approach such a rule would not be needed.
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2.4 Discussion

Devanagari OCR systems using character level classifiers cannot handle all the character combina-
tions possible in Devanagari [18, 85]. Due to the paucity of character samples, such systems need
to train classifiers using the limited number of samples or drop large number of characters from the
class space. Both options lead to a significant decrease in accuracy. In case of component-based
approaches [6, 64, 38], segmentation errors are propagated and there is no means to correct the
errors once segmentation has been performed. Prior Devanagari OCR approaches have been de-
signed for processing single-font documents and use structural features for either segmentation or
classification. The accuracy of these systems is therefore limited by the accuracy of segmentation
or the ability to extract structural features.

Methods used to handle the large number of CJK classes are applicable on characters having
linear primitives [82, 94, 96, 105], while Devanagari is composed of several non-linear primitives.
Latin recognition techniques have used approaches that can accommodate classifier scores into the
segmentation process [88] and some are even capable of segmenting at non-linear boundaries [62].
However, these approaches are limited to segmentation in only one direction, and cannot scale
to Devanagari characters which contain components that need to be segmented along two direc-
tions. We outline a BAG-based methodology that can segment Devanagari characters vertically
or horizontally along non-linear boundaries and also show that a lower number of segmentation
hypotheses can be generated by using intelligent data structures (Chapter 4, 5).

In the area of language models, Devanagari OCR approaches have so far used only script writ-
ing grammar and dictionary lookup. No effort has been made to apply non-dictionary models like
n-grams which can enhance recognition results before using dictionary matching. In Chapter 6, we
show that script writing grammar can be integrated with n-gram models in a stochastic framework.
We also show that using syllables as units in the n-gram model can yield us better recognition

results than previously used models which rely on alphabet units.
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Chapter 3

Data Collection and Baseline OCR

OCR development requires large amount of training data with ground-truth to achieve acceptable
levels of performance. Data should also be standardized and publicly available to compare OCR
performance. The non-availability of such data sets has been a drawback for Devanagari OCR.
In some scripts, simulated data has been proposed as an alternative to using real data for OCR
evaluation. However, even the development of such simulated models requires established data
sets and baseline OCR systems [4, 52]. Given the absence of such resources in Devanagari, we
have developed tools to collect a representative data set of real Devanagari documents. Closed
data sets have been used to evaluate previous OCR designs, and the implementations also are not
in the public domain (Section 2.3). To make a fair comparison, we implement some of the previous
approaches and create a baseline OCR system. This chapter outlines our approach in collecting
public-domain Devanagari data sets, implementing a baseline OCR, and testing of the baseline

OCR.
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3.1 Document Image Analysis and Data Collection

Document Image Analysis (DIA) includes binarization, skew correction, text block extraction,
line and word separation. This section briefly discusses DIA stages that we have implemented to
semi-automatically collect a testing and training data set. The first step in our data collection is
to scan Devanagari documents from contemporary books, magazines, and newspapers at 300dpi
resolution with 256 grayscale levels. The documents are binarized using a neighborhood adaptive
thresholding technique [49]. Skewed documents are identified and corrected by a human operator.
Document smearing and horizontal projection profiles are used to separate text and graphics. De-
vanagari script has a distinctive header line (Shirorekha) which gives regularly spaced sharp peaks
in the projection profiles. Regions of the image which generate such distinctive projection profiles
are identified as text blocks. Each peak of the projection profile corresponds to the approximate
location of a text line. The approximate locations are refined using a region growing approach
(Figure 3.1).

The steps mentioned in this section have been combined into an interface that allows users to:
(i) Open a scanned document, (ii) Correct the boundaries obtained from line and word separation,
(ii1) Type the truth of each word, and (iv) Save the word locations, truth and other meta-data into
an XML file for future use. Our data collection tools, document images, and associated truth have
been published as the ILT (Indian Language Technologies) data set [38, 58]. The documents have
been manually grouped into four types. The first three types of documents contain noise and font
variation (Figure 3.2(a)). Documents of type four are printed in a consistent font, and the text
is relatively free of noise (Figure 3.2(b)). The complete set of collected document images, and

associated truth has been made available on the internet!.

TURL.: http://www.cedar.buffalo.edu/ilt
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Figure 3.1: DIA stages used to obtain paragraphs, lines, and words from a Devanagari docu-
ment [38].
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(a) Document with several fused characters and broken letters. These can occur due to printing errors or
aging in library storage. Page taken from [75]
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(b) Document with different fonts. Page taken from [74]

Figure 3.2: Examples of documents in the ILT dataset
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3.2 Baseline OCR

Devanagari OCR techniques have been using classifiers at the character level [18] and at the com-
ponent level [6, 64]. While both designs need a representative set of training samples, the first one
requires training samples for character classes. Frequency analysis of the ILT image dataset shows
that 15% of the characters are from classes which occur less than 25 times each. The number of
character classes increases as one collects more data (Table 3.4) and sufficient training samples
are not easily available for each character class. Therefore, classifiers often choose to not include
infrequent characters in their class space, leading to a reduction in overall accuracy.

OCR techniques which use component classifiers follow the rationale that Devanagari charac-
ters are large in number, but these characters are composed of a relatively smaller set of components
(Table 1.2). These techniques generally include the following steps: (i) Segmenting words into
component images, (ii) Mapping segmented images into component classes, and (iii) Generating
word results by combining the component hypotheses. Prior Devanagari OCRs which use compo-
nent classifiers apply these stages sequentially on each word image (Section 2.1.2). In remaining
parts of this section, we describe our design of an OCR along a similar sequential methodology.
We use this implementation as a baseline system for the recognition driven design that is presented

in later chapters.

3.2.1 Segmenting Words Into Components

Our first step in segmentation is to identify the shirorekha, which is a prominent horizontal line
connecting the characters in a word. Approximate location of the shirorekha is identified using
peaks in the horizontal projection profile of a word image (Figure 3.3(a)). Each row corresponding
to the longest horizontal profile is examined for black-white transitions. A row is elected to belong
to the shirorekha if the number of black-white transitions is less than a pre-defined threshold. After

locating these rows, we identify and remove ascenders, which are the modifiers written above a
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shirorekha.

Once the shirorekha and ascenders are removed, we obtain images corresponding to core or
core-descender characters (Figure 3.3(b)). Characters containing descenders are identified using
average character height as a threshold. Descenders are modifiers written in the lower part of a
word. Therefore, if the height of a character is greater than the average height, it is selected as
a potential candidate for descender segmentation. Run-length analysis is performed to identify
the candidate characters which have a thin junction point (Figure 3.3(c)). If a thin junction point
is not found, it is assumed that the potential candidate does not have a descender. If a junction
point is obtained, the character is segmented at the junction point. The upper and lower parts are
respectively selected as a core and descender hypothesis.

We have found that descenders are segmented improperly when average height is estimated
using characters from a single word. We obtain some improvement in segmentation by using the
average character height computed from a line of text. The use of structural features computed from
a paragraph or line of text is a common practice among prior Devanagari OCR techniques [6, 64].
In the next section we discuss the feature extraction and classification techniques used to map the

segmented images to corresponding classes.

3.2.2 Component Classifier

Images obtained from our segmentation stage correspond to: ascenders, descenders, core compo-
nents, and conjunct characters. We have selected a class space having seven ascenders and de-
scenders, 38 consonants, and 83 conjuncts. The classifier uses gradient features extracted from the
segmented images. All images are normalized to 3232 and the gradient magnitude and direction
is computed using a Sobel operator [92]. A gradient map is computed by applying an empirical
threshold on the gradient magnitudes. The gradient map is placed in a 3X3 grid and the gradient
directions are quantized into 8 bins. Concatenation of the gradient vectors for the 9 cells forms a

72-element feature vector.
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Figure 3.3: Segmenting words into components

A nearest neighbor classifier is used for the seven ascender and descender classes. Core com-
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ponents are pre-classified into four groups based on the presence of a vertical bar: no vertical bar
(Eg: & € §), vertical bar at the center (Eg: T % &), right (Eg: @ @ H) or at multiple locations (Eg:
F § &). Similar structural features have been previously used to perform Devanagari compo-
nent classification [6, 64]. In our case, structural features are used to select a component group and
four neural networks are used for classification within the group. Each network is fully connected,
uses the logistic activation function, and is trained using standard back-propagation. The design of
our training and test set is described in section 3.2.4. Once classification is performed, we have a

sequence of class labels for each component in a word image. In the next section, we discuss the



procedure which composes these class labels into word hypotheses.

3.2.3 Composing Words from Component Results

The segmentation steps divide each character into multiple components; E.g.: & — & + = and
@ — &+  + T.The effect of this division is that after using the component classifier, the
results for each character appear as a sequence of component class labels. Sinha defines a set of
script composition rules to combine such component classes into characters [84]. These rules use
positional information and the class labels of segmented images to form the character. We encode
these rules in a decision tree to form characters from component results. Once characters are
obtained, words are formed by placing each character one after the other from left to right. Some
of the errors in segmentation or classification will lead to sequences of component class labels that
violate the script composition rules. Such illegal component class labels can be rejected by our
system. Dictionary lookup is performed using a lexicon of 4,291 words. The entry which gives

minimum Levenshtien edit distance with classifier output is taken as the corrected result.

3.2.4 Generating Training and Test Samples

The DIA tools in section 3.1 provide word images and associated truth as part of the ILT dataset.
While word images are sufficient to test the OCR system, component images are needed to train
and test the classifiers. We have implemented a technique to automatically extract component
images.

Using script composition rules, the word truth of each image is parsed to obtain class labels
of the constituent ascender, descender and core components. The segmentation stages outlined
in section 3.2.1 is used to obtain the bounding box of each component in the word image. In
the absence of errors in the image segmentation stage, bounding boxes map directly to component

class labels (Figure 3.4). All component images are extracted and assigned appropriate class labels.
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Figure 3.4: Parsing a word on query: Extracting component truth (Left), Extracting component
boundaries (right), Combining the two results to obtain component images (bottom).

The images extracted for each class are manually examined to remove samples that have excessive
noise and samples generated by erroneous mapping. The cleaned component truth contains on an
average 400 samples of each component and is divided into a 60% test and 40% training set. The

number of component samples are sufficient for training and testing purposes.

3.3 Testing the Baseline OCR

In this section, we discuss experiments on the baseline system. The stages of character segmenta-

tion, core component classification, and word recognition are analyzed using the ILT dataset.

3.3.1 Segmenting Words into Components

Our OCR outputs the number and type of components present in a word image. A difference be-
tween these numbers and the number of core, ascender and descender components in the word truth
indicates a segmentation error. The difference is manually verified to distinguish between segmen-
tation errors and classification errors. The interface used for manual verification is described in
section B.2.3 (Figure B.7). Errors in any one stage are not added as errors in subsequent stages;
E.g.: when a descender is not segmented, the error is not included in core component segmentation,

even though core component recognition can be affected by such a segmentation error. Table 3.1
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Component  Characters that Number
segmentation have respective  of errors  Error rate

stage components

Core 31,252 1,720 5.50%
Ascender 15,269 2,249 14.73%
Descender 1,844 1,077 58.39%

Table 3.1: Character segmentation errors

shows the percentage of segmentation errors in each stage. In what follows, we summarize the
problems with the different segmentation stages:

(a) Ascender segmentation: The shirorekha has proved to be a prominent feature of each
word, and is correctly identified in all words. The system is able to accurately segment the com-
ponents which occur above the shirorekha, and labels such components as ascenders. The 14.73%
error rate in segmentation is due to ascenders which are fused with neighboring ascenders, Eg:
The character ¥ looks like & when ascenders get fused with each other. Some ascenders like the
nukta (Dot on a character: ) are small, and difficult to distinguish from noise.

(b) Core component separation: Conjunct characters are sometimes printed with a large dis-
tance between half and full consonants. This gap is frequently confused with character separation
in words (Figure 1.2(b)). Poor print quality in Devanagari also creates fused characters, which are
mis-recognized as core components (Figure 1.2(c)). This contributes to an error rate of 5.5% in
core component segmentation.

(c) Descender segmentation: The position of descender changes with alphabet height and
font. Eg: Descender , connects at different positions on characters & &, to form: & & (Fig-
ure 1.2(a)). Due to these variations, average character height in a line often fails to identify charac-
ters having descenders. Most descender segmentation errors are due to under-segmentation, where
a descender is not detected in a character. We have observed that altering the thresholds to correct

under-segmentation in certain fonts leads to over-segmentation in other fonts.
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3.3.2 Core Component Classification

Neural network classifiers corresponding to core components have an average accuracy of 84.77%
(Table 3.2). The pre-classification stage which selects one of these neural networks has an accuracy
of 86.88%. The pre-classifier relies on structural features and is not robust to font variations in the
test set. Eg: & and T correspond to the “No bar” group, but their font variations € e wrongly
pre-classified and sent to the “Multiple Bar” and “Middle Bar” neural networks respectively. To
account for common confusions, some core components are placed in two groups, Eg: T may be
recognized by both “Middle bar” and “No bar” neural networks. Despite this, accuracy reduces to

74.53% due to pre-classification error (77% decrease in case of “Multiple bar”).

Core component type 1 (%) | II (%)
(Position of vertical bar)

No bar 80.04 | 73.15
Middle 90.83 | 82.82
Right 75.00 | 72.16
Multiple 93.20 | 69.99

Average accuracy: | 84.77 | 74.53
Average error rate: | 15.23 | 25.47

Table 3.2: Core component classifier: (I): Neural network classifiers with manual pre-
classification, (II): Neural network classifiers with automatic pre-classification

3.3.3 Word Recognition

The OCR recognizes 53.85% of all words using image-based approaches. Dictionary matching
improves these results by 14.76%, bringing the overall recognition rate to 61.8%. For documents
which contain little variation in font and print quality, the word recognition rate is as high as 74%.
This compares favorably with previously reported results on single font data sets (Table 3.3). The
recognition results vary across different document types, and on certain documents which have
excessive font variation, the accuracy is as low as 42% (Figure 3.5). The variation of accuracy

across document types reduces the overall accuracy to 54%.
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Accuracy

OCR Type Font restriction, Classifier Character | Word
Single font, component classifier [6] 93% 67%
Two font, component classifier [64] 80% 87%

Segmentation driven OCR Two font, character classifier [ 18] 90% 91%

Multi-font, component classifier (This chapter) 84% 53%

Table 3.3: Comparison of Recognition Results
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Figure 3.5: Word accuracy on different documents using the segmentation driven recognizer. Doc-
uments of type 4 are printed in a consistent font, while the other documents have variation in
font and print quality. The accuracy varies not only across different document types, but is very
different even in documents coming from the same type.

3.3.4 Considerations for Proposed System

Our experiments show that the shirorekha is a very prominent feature of Devanagari words, and
can be correctly identified by projection profiles. Once the shirorekha is detected, ascenders can
be located correctly but it is difficult to segment fused ascenders. The image information in fused
ascenders is not sufficient to assist segmentation. These cases are often corrected by dictionary
lookup.

For some fonts, the word accuracy from our method is 74%, while in other cases the accuracy
is as low as 42%. The fall in accuracy is mainly because thresholds or heuristics are used in
pre-classification and character to component segmentation. Since these structural features are
hand-crafted, they work for specific fonts, but are unreliable for multi-font documents. While the
accuracy of our neural network classifier is 84.77%, using structural features for pre-classification

reduces accuracy to 74.53% (Table 3.2). It is found that statistics based on structural features like
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average height or run length cannot be relied upon to segment all components.

An attempt has been made to design our baseline OCR using the same segmentation and com-
ponent classifier techniques reported in previous designs [8, 64]. Closed data sets have been used
in evaluating most of the former systems, making the comparison difficult?>. However, if reported
word accuracies were to be compared, in some fonts we get word accuracy of 74%, far exceeding
the 67% accuracy reported in [64].

Analysis of text corpora shows that 88% of all characters contain consonants/vowels or consonant-
ascenders, and upto 12% contain consonant-descenders and conjuncts (Table 3.4). Structural fea-
tures used to guide the segmentation criteria are not sufficient to prevent errors in 88% of the text.
Sequential use of segmentation, classification, and word creation does not allow one stage to cor-
rect errors in previous stages. In subsequent chapters, we will describe techniques that can address

these shortcomings.

ILT EMILLE
Character Type Example Classes Numbe.r of samples Classes Numbe.r of samples
and their percentage and their percentage
Consonant/vowel without T 48 14451  44.59% 50 10,871,001  41.40%

ascender or descender
Consonant/vowel with ascender & & & 378 14,117  43.55% 994 12,097,099  46.07%

Consonant with descender ?H g 107 1,806 5.57% 399 12,27,331 4.67%
Conjunct without ascender o 117 688  2.12% | 793 761,112 2.90%
or descender
Conjunct with ascender Fo7 = 288 1,152 355% | 2,770 1,113,610  4.24%
Conjunct with descender LN 18 38 0.12% 455 62,040 0.24%
Special symbols S & 6 100 0.31% 10 65,376 0.25%
Digits R 3 10 25 0.08% 10 46,228 0.17%
Punctuation/Latin symbols -, 11 36 0.11% 56 15,518 0.06%
Grand Total: 973 32,413 100.00% 5,537 26,259,315 100.00%

Table 3.4: Types of characters and corresponding frequencies evaluated from the ILT [58] image
data set, and the nearly 1000 times larger EMILLE [5] text corpus.

2The technique reported in [64] uses scanned pages from the Oxford Hindi dictionary as test set while others use
scanned copies of computer printouts [6], and photocopied documents [18].
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Chapter 4

Data Structures for Word Recognition

In recognition tasks, data structures can provide higher-level information regarding the image. This
chapter discusses the use of higher-level image data to assist image recognition. We compare run-
length representation of images with other widely used encoding schemes like bitmap, chain-code,
and fax-compressed format. These representations have been previously compared on the basis of
slant correction and contour smoothing algorithms [87]. We extend that work by presenting the
Block Adjacency Graph (BAG) data structure and designing a BAG-based algorithm for character
segmentation. We also discuss algorithms that can perform slant correction, contour smoothing,

and character segmentation; all of which are important stages in word recognition.

4.1 Representation Techniques

By image representation, we refer to a data structure that can recreate the original image in a
lossless manner. It should however faithfully reflect deliberate changes that may be imposed due
to image transformation stages like noise removal, slant correction, smoothing etc. Hence, this
study is not about representations of image characteristics or parts of images which fall under the

domain of feature extraction (For example skeletons, gradient descriptors or moments) [99]. This
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Figure 4.1: (a) Original image, (b) HIPS representation [87]

study is also not about lossy compression techniques that offer no benefit to word recognition.
This discussion assumes that the word image in question has been binarized, and is concerned
with different ways to represent a black-and-white image. In this section, we will mention some

popular encoding schemes and briefly discuss their use in word recognition.

4.1.1 Bitmap Encoding

One way of representing a word image is to use an array where each entry corresponds to one
pixel of the image. The value of the entry corresponds to the color, or grayscale value of the pixel.
Figure 4.1 shows a sample bitmap representation where black colored pixels are represented by
the value 0 and white by the value 255. Non-binarized gray scale images can be represented by
having numbers between 1 and 254. This is a straightforward, though memory-intensive record of
the image. The information at each pixel is imperative in performing certain operations like cross-
correlation or gradient computation. Bitmaps provide a direct method to access such information.
We will shortly discuss certain higher-level representations which require special procedures to

provide pixel level data.
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4.1.2 Chain-code Representation

Chain-codes encode the boundary information of an image as a list of exterior and interior con-
tours. The contour can be an array of consecutive pixels, where each pixel is represented by its =
and y coordinates. Another representation of the contour is a variant of the Freeman chain-code
encoding [34]. Information such as the length and type of the contour, size of the bounding box
may be derived from the boundary information or stored as part of the data structure.

Chain-code representation is well-suited for slant-angle detection, and has been adapted into
holistic word recognition systems that do not need segmentation [65]. However, changing even a
single point on the contour can cause contour breaks. Special care has to be taken while performing
image manipulation like slant correction or smoothing. Segmenting an image is even more cum-
bersome since contours have to be split into several pieces, interior contours can become exterior
contours, and at each segmentation point extra contour elements have to be added. Due to these
issues, image operations which use contours require multiple copies of contour sections and have
a high memory overhead.

Operations that require bitmap information cannot be easily performed using the contour. For
example, the task of determining whether a pixel is inside or outside a contour is not a straight-
forward operation. As outlined in [73, 77], several specialized routines are required to process

contours and obtain pixel level data.

4.1.3 Lossless Compression of Images

Lossless compression of images is commonly used as a representation scheme that can be transmit-
ted over low-bandwidth connections. While these encoding schemes optimize bandwidth usage,
the data structure is not designed for image processing. Consider the basic form of fax-compressed
representation [46], where each row of the image is scanned and the lengths of white pixel runs

and the lengths of black pixel runs are encoded using Huffman code [22]. The beginning of a new
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row is represented by a special new-row symbol. This results in a very compact representation of
the entire image.

These compression-oriented representations are not convenient for recognition because special
functions are needed to manipulate the underlying image. For example, when run lengths are en-
coded using Huffman coding, it is rather complicated to change the length of a run - changing the
length of a single run immediately affects the position of all the runs to the right. To obtain pixel
level data, one has to reverse the compression operation, and often generate a bitmap representa-

tion. It is time-consuming to reverse the compression format for every image operation.

4.1.4 Horizontal/Vertical Run-length Encoding

Run length encoding [79] keeps track of horizontal runs (Hruns) or vertical runs (Vruns) of black
pixels, storing the coordinates of the first pixel and the run length. Figure 4.2 shows the vertical and
horizontal run-lengths of a Devanagari alphabet. There are 36 horizontal runs and 34 vertical runs
in this image. The minimum information needed to represent images using runs is significantly
less than that needed for bitmap representation. For example in case of Hruns, we only need 36

tuples of the form < row number, column number, run length >

() (b) (©

Figure 4.2: (a) Devanagari alphabet, (b) Horizontal run lengths, 36 in number, (c) Vertical run
length, 34 in number.
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Run-length representations allow us to derive additional image attributes that can assist image
recognition. For example, one can associate neighborhood information with each run by storing
the number of runs directly above or below (in case of Hruns), or the number of runs to the left
and right (in case of Vruns). A concept of the fype of each run has also been outlined in [87]. The
type is an integer value which depends on the number of neighbors: for example, an isolated Hrun
(a Hrun with no neighbors) has type 0, a Hrun with one top neighbor and no bottom neighbors has
type 3 etc. In general, type = 3 X number-of-top-neighbors + number-of-bottom-neighbors, where

more than two neighbors still count as two.

Data Structure 1 Implementation of HRUN
struct Hrun {

int r; // Row of the horizontal run
int c¢l, c¢2; // First and last columns of

// the run
int len; // Length of the run
struct Hrun *prev, *next; // Previous and next runs on

// the same row
struct Hrun *first_abv, *last_abv; // Links to touching runs above
struct Hrun *first_bel, *last_bel; // Links to touching runs below

}s

To implement the run-length representation, we use Hrun and Vrun data structures similar to
the ones presented in [87] (Data structures 1, 2). A linked list or array is used to store all the Hruns
or Vruns of an image. These run-length representations can be constructed by only one scan of
the image bitmap. The time complexity is O(n), where n is the number of pixels in the image.
Information about a specific pixel can be obtained by scanning through each run, and identifying
the start and end pixels of the run. This is a linear time operation and can be implemented in a
straightforward fashion. Adding or deleting pixels from the representation is more involved since
it can create new runs or merge neighboring runs. However, changes will be required only in the

runs belonging to a single column or row.
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Data Structure 2 Implementation of VRUN
struct Vrun {
int col; // The column of the
// vertical run

int rl, r2; // First and last rows of
// the run

int len; // Length (height) of
// the run

struct Vrun *prev, *next; // Previous and next runs
// on the same column

struct Vrun *first_left, *last_left; // Links to touching runs
// on left

struct Vrun *first_right, *last_right; // Links to touching runs

// on right
}i

4.1.5 Block Adjacency Graph (BAG)

BAGs can be created by classifying runs as merging, splitting, or continuing runs. Adjacent runs
which are classified as “continuing” are merged into a block. A graph can be constructed by
connecting the centroids of neighboring blocks. Information pertaining to image structure can be
inferred from edges in the graph. BAGs can be constructed using both Hruns and Vruns. For
simplicity, we first discuss Hruns and then demonstrate extensions for Vrun-based BAG. The first
use of BAG has been in the domain of forms processing [110], where the merging criteria creates
blocks by combining adjacent horizontal runs having the same starting and ending columns. The
resultant BAG is not an accurate representation of the original document, but offers significant
space reduction. The underlying graph representation proves useful in identifying the semantics of
different regions in a printed form.

We generate the BAG data structure in a method originally reported by Xue in [106]. Hruns
are classified by the number of Hruns above (abv) and number of Hruns below (bel): in splitting
Hruns abv <= 1 and bel > 1, and in merging Hruns abv > 1 and bel <= 1. The remaining

Hruns are considered “continuing”. Blocks are constructed by combining the continuing Hruns
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into a single structure. A splitting Hrun is added to the block that occurs above it, and a merging
Hrun is added to the block that occurs below it. The motivation is that this merging criteria follows
natural breaks and joins in the image; hence it can segment a written symbol into its constituent
strokes. This intuition often proves to be correct as the resulting graph follows character shape,
simulating the way a human might trace the constituent strokes of an alphabet/word. For example,

the character # contains a loop on the left side and a half circle on the right. These features are

—r -~
S 5";/‘:,

(@ (b) (©) (d) (e

also seen in the BAG in figure 4.3(c).

|

—— Merging runs

IH I

+= Split runs

Figure 4.3: Obtaining block adjacency graph: (a,b,c) Using horizontal runs (Hruns) to create BAG.
(d,e) Using vertical runs to create BAG. The BAG is seen in (c,e) as a set of nodes connected by
black edges.

The process of computing the BAG requires only one visit to each Hrun. The computation has
time complexity of O(n), where n is the number of Hruns. The original Hrun data structure has
been extended to create a representation for each block in the BAG (Data structure 3). The BAG is

represented as an array or a linked list of blocks.

4.2 Image Processing Using Run-length Representation

To convert bi-tonal images into BAG encoding using Hruns, each row of the image is scanned from
left to right. Sequences of black pixels separated by white pixels are identified as the Hruns of that

row. BAG encoding proceeds from the Hruns in the method outlined in section 4.1.5. Extracting
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Data Structure 3 Implementation of each block in the BAG
struct Block {

struct Hrun *first_run; // First Hrun in the block
struct Hrun *last run; // Last Hrun in the block
int height; // Height of the block
int area; // Area of the block
int x, y; // Centroid of the block
int in, out; // In degrees and out degrees
struct Block *above; // Linked list or array of
// blocks above
struct Block *below; // Linked list or array of

// blocks below

Vruns and the corresponding BAG is similar, except that the image is examined one column at a
time and the scan direction is top to bottom. We now demonstrate various image processing stages
that can be implemented by taking advantage of the Hrun and BAG representations. Characters
are used as examples for some of the stages discussed below. These stages can be automatically

extended to word images without any change in implementation.

4.2.1 Slant Angle Detection and Correction

In this section, we describe the slant angle correction using Hruns that was originally reported
in [87]. Firstly, left contour of the image is defined as a collection of left endpoints of Hruns.
A right contour is similarly defined using the right endpoints of Hruns. Figure 4.4(a) shows an
image of the letter “B” represented by horizontal runs and it’s 7 left and 7 right contours. For each
contour point, its’ two upper and two lower contour points are selected as context. The context
now contains five contour points. Four lines are formed by considering pairwise combinations of
the consecutive points. The slope of each line is computed, the 4 slopes are summed and assigned
as slope s of the point in consideration. A contour point is said to have near-vertical slope if the

s <= thresh, where thresh is a pre-computed threshold. When a left or a right contour has at
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least two consecutive points with near-vertical slopes, the contour is selected as a near-vertical line

(Figure 4.4(b)).
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(a) Horizontal run-length representation and left (in gray) and right (in (b) Example of a
black) near-vertical line

Figure 4.4: Slant angle detection using run-lengths [87].

The clockwise angle made by a line connecting the end points of a near-vertical line with the
vertical axis is assigned as the slant angle o of the near-vertical line. The slant angle of each near-
vertical lines is multiplied with its height to obtain a weighted slant angle. Average of the weighted
slant angles is considered as the average slant angle of the image. Image slant is now corrected
by taking the slope of near-vertical lines closer to 0. This is achieved by shifting all runs in the
horizontal direction by a number of pixels depending on the average slant angle and the row of the
run. During slant correction, the offset of all runs of a particular row is the same, and the offset
needs to be calculated only once for all Hruns of a particular row. Additionally, slant correction

can be done by only updating the value of cl and c2 in the data structure of each Hrun.
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4.2.2 Contour Smoothing Using BAG

Contour smoothing is a process by which noisy pixels on the boundary are removed. This process
can also be extended to interior contours, by filling up small holes and smoothing irregularities
on convex surfaces. Previous data structures support morphological operations like averaging,
masking, opening etc [57, 87]. Morphological operations are applied uniformly over the entire
image and can cause undesirable changes in character structure. These operations typically use
a structuring element to model the noise which needs to be removed from a character. However,
the likely structure of a character is not modeled in these operations. The methods cannot easily

distinguish between undesirable noise and the thin junctions and holes which are a natural part of

Figure 4.5: Morphological opening

character structure (Figure 4.5).

We design an alternate approach where a pixel is modified not only by using structuring el-
ements, but by also considering its’ connectivity to other parts of the character. As described in
section 4.1.5, each pixel of an image can be mapped to a block in the BAG structure. The con-
nectivity of this pixel is represented using the edges of the BAG structure. If the corresponding
block has multiple edges, it indicates that the block is connected to many other blocks of the graph.
This usually means that the pixel is part of a joint that connects two or more parts of the image
(Figure 4.6(b)).

In our implementation, we compute a average stroke width from the Hruns: sw = (sum of
lengths of each run)/(number of runs). The average size of blocks in BAG representation is calcu-
lated as: @ = (sum of areas of each block)/(number of blocks). Blocks which have an area smaller

than a and are connected by only one edge are flagged as noise and removed. This removal can
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be accomplished by deleting the block from the data structure, a constant time operation. Fig-
ure 4.6 shows how noisy blocks can be removed. Since BAG construction represents merging and
splitting runs, thin sections at the trailing ends of a character are grouped into a single large block
(Figure 4.6(b.4)). Morphological operations cannot naturally come up with this association and

ad-hoc restrictions have to be programmed to prevent such regions from being eroded.

(a) Sample with (b) Sample with noise (1,2), thin
noise (1,2,3) and joint (3) and thin character bound-
thin joint (4) ary(4)

(© (d)

Figure 4.6: Image smoothing using BAG: (a,b) BAG with small blocks, (c,d) Spurious blocks are
removed. Narrow joins and small blocks are not deleted, but merged with larger blocks.

4.2.3 Baseline Estimation

Baseline is a line that provides an approximate alignment of characters as they are written in a
word. Sometimes, more than one baselines are derived from a word: Upper baselines, middle

baselines and lower baseline. A typical approach of baseline detection is to consider all the lower
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extremities in a word and use linear regression to construct a straight line that best fits these points.
Lower extremities of a word can be obtained from Hrun representation by collecting all runs that
have no neighbors below. In contrast, identifying lower extremities using a bitmap or contour
representation is computationally more intensive. However, the baselines obtained using the lower
extremities of a word can be thrown off by artifacts. Generated baselines tend to be lower than
expected in several words and the lowering of baselines is more in words with multiple descenders.

A more natural baseline can be created by incorporating the concept of the “mass” of each
character. Such a baseline would be closer to the center of mass of each character in a word and at
the same time bend marginally towards descenders. It has been shown in [87] that such baselines
can be designed by using Hrun representation. In the approach, an initial centerline is obtained
by linear regression through all pixels in the word. Hruns that lie below the initial centerline are
are then selected. Linear regression is performed on the selected Hruns to obtain a final baseline
estimate.

The Hrun based approach fails to obtain correct baselines in the case of short words with mul-
tiple descenders. In such words, the centerline computed as the first step tends to move towards
the descenders. This results in several Hruns not being selected while computing the baseline.
To counter the subsequent inaccuracy in baseline estimation, the authors in [87] propose different
methods for short and long words. We use the BAG representation to eliminate the need of a sepa-
rate procedures for words of different length. We first compute the BAG of a word and estimate the
center of mass of each block in the BAG. Linear regression over the centers of mass is performed
to get a center line. Blocks which fall below the centerline are selected. Linear regression is per-
formed on the centroid of these blocks, and the result is taken as final estimate of the baseline.
The approach in [87] performed linear regression on Hruns, while we perform regression on the
centroids of blocks. The advantage of our approach is that the centroids of blocks are similar to the
centroids of strokes in a character. Effectively, our technique performs regression on the centroids

of those strokes which lie at the bottom of a word, or which extend from the bottom of a word
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to the center. A reliable baseline is found irrespective of whether the word is short or long. Our

approach also uses a lesser number of points for linear regression.

4.2.4 Character Segmentation

Word recognition systems often use segmenting modules that divide words into smaller parts. One
approach in these segmentation algorithms is that the segments generated from a word should
closely represent legal characters [57, 62]. In some other approaches, the results of segmentation
correspond to pieces of characters [31]. The underlying motivation is that modeling the shapes
of characters and parts of characters is a simpler task in comparison with modeling entire word
shapes. Recognition can be performed by first classifying the characters or parts of characters and
then constructing the final word from classifier results.

Previously, OCR researchers have performed segmentation using sliding window techniques.
As discussed in section 2.2, window based segmentation techniques cannot account for non-linear
character boundaries and are able to segment only in one direction. We design a BAG-based
segmentation technique that can incorporate non-linear character boundaries and perform segmen-
tation in at least two directions - top to bottom and left to right. We also show that the BAG based
technique gives a lesser number of segmentation hypotheses in comparison with previous methods.

The intended results of segmentation are images that correspond to characters or pieces of
characters. We believe that the following conditions can restrict segmentation hypotheses to images
that represent characters: (1) Boundaries of the segmented images should occur at natural breaks
and joins, and should not follow pre-defined cuts, (i1) Each image result from segmentation should
have only one connected component. We outline a BAG based approach that can incorporate these
restrictions into character segmentation.

The first restriction is met by building a BAG using the Hrun merging condition presented in
section 4.1.5. The merging criteria ensures that each block in the BAG follows natural breaks and

joins in a character. At least one subset of blocks can be selected in a way that the image formed
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by combining the selected blocks closely represents one of the constituent characters. Figure 4.7
shows an example of how the BAG of a fused character can be broken into sub-graphs that are very
similar to BAGs of the individual characters.

We impose the second condition as a restriction on selecting nodes which form the segmented
images: “The segmentation hypotheses has to be a subgraph selected from the BAG such that
none of the selected nodes are dis-connected”. In the absence of this condition, multiple character
segmentation hypotheses can be obtained by selecting arbitrary combinations of nodes from the
BAG. Arbitrary selection of subgraphs from any BAG can generate a prohibitively large number
of hypotheses. This condition ensures that the number of segmentation hypotheses is never more

than the number of blocks in the BAG.

pgodd

(a) Individual characters and their BAG

(b) BAG of fused character

(c) Graph of the fused character contains graphs
that are similar to the graphs of individual char-
acters.

Figure 4.7: The use of BAG in character segmentation
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Representations like bitmaps and chain codes can support only window based segmentation.
Other techniques use bitmap representations to segment characters by applying a neural network
for selective segmentation [35, 109]. Outputs of the neural network determine regions of the image
which correspond to characters and those that do not. This method requires training of a neural
network or some other classifier to obtain the segmentation hypothesis. The BAG technique can

perform character segmentation without the use of such classifiers.

4.3 Using BAG in OCR

Our comparison of the different representation techniques shows that BAG is capable of assisting
in the following stages of image recognition: slant correction, contour smoothing, baseline estima-
tion, and character segmentation. The BAG structure can be built in linear time and most image
operations on the BAG have linear time complexity. These block units reduce the run-time needed
for operations like baseline estimation that would otherwise operate on each pixel. BAG allows
us to use various merging criteria to form such blocks, enabling different applications like form
dropout [110], feature extraction and character modeling [106], and character segmentation (This
thesis). In the subsequent chapter, we discuss how BAG representation can be used to design a

Devanagari OCR based on the recognition driven segmentation paradigm.
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Chapter 5

Recognition Driven Segmentation of

Devanagari Characters

Each character in a Devanagari word can contain different numbers and types of components.
A component is called a core, ascender, or descender depending on its position within a word
(Figure 1.1). For example, in the word Wﬁ‘; T, S, d, and T are core components. . is a
descender and " is an ascender. Devanagari characters can be of different types depending on the
components present in it. Conjunct characters contain core components fused from left to right,
E.g.: ¥ is made of ¥ and I. Consonant-descenders contain a core and a descender fused from
top to bottom, E.g.: ¥ is made of & and . Some characters contain a core and an ascender, E.g.: w
is made of & and . In a word, characters are placed from left to right and connected on the top
by a horizontal line called the shirorekha.

As discussed in chapter 2, Devanagari OCRs may be designed by segmenting a word into
characters, or components. Segmenting a word into characters is easier than segmenting into
components. Character classes are large in number and components are relatively fewer. Therefore,
the task of classifying all possible character shapes is relatively difficult when compared to the

classification of components (Section 2.1.1). In this chapter, we will use component classifiers and
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develop a new recognition driven methodology to segment Devanagari characters.

Prior Devanagari OCRs segment characters into components by using font-dependent heuris-
tics, and apply classifiers on the segmented images. We find that while heuristics can accurately
segment the shirorekha and identify the ascenders, errors are caused while segmenting conjuncts
and descenders. The stages of segmentation and classification are applied sequentially, and there is
no feedback process to correct segmentation using classifier results or a language model. Segmen-
tation errors are carried forward and cannot be corrected by downstream processing (Drawbacks
outlined in section 3.2). This cascading of errors has been addressed by Latin and CJK OCRs de-
signed along the recognition-driven segmentation paradigm [62, 88, 102]. However, in section 2.2,
we have seen that Latin/CJK OCR approaches are designed to segment characters using linear
windows, or perform segmentation in only one direction (left to right). Devanagari characters
have to be segmented from left to right and top to bottom, and contain characters which have to
be segmented along non-linear boundaries. We will show that BAG representation can be used
to segment Devanagari characters both horizontally or vertically and accommodate non-linear seg-
mentation boundaries. Our model can also combine segmentation hypotheses with classifier scores
and n-gram statistics to generate word results.

In our methodology, recognition of Devanagari words is divided into three tasks: (1) Segment
characters along non-linear boundaries from top to bottom or left to right, (2) Use classifier scores
to rank the segmentation hypotheses, (3) Combine the different classifier results into a word. An
overview of our methodology is shown in figure 5.1. Stages (a,b,i,h) of the methodology contribute
to task (1) and are outlined in section 5.1. Stages (c,d,e.f,g,j) cover task (2) and are discussed in

section 5.2, and stage (k) which covers task (3) is outlined in chapter 6.
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Figure 5.1: Recognition driven segmentation

5.1 Segmentation by Block Adjacency Graphs

One approach to segment Devanagari characters is to divide them along natural breaks and select
adjacent, non-linear image segments. Block Adjacency Graph (BAG) is a common technique used
to represent adjacency information needed for this process [89]. Previous implementations which
use graphs include Chinese and Latin OCRs which extract features like loops, cusps, joints from
the BAG and use the features to classify the graph [78, 106, 110, 112]. Variations of graphs have
been used for image manipulation tasks like thinning [67, 95]. While these approaches indicate the
utility of BAGs, they do not employ BAGs for segmentation. In our approach, we use graph rep-
resentation to segment characters into images of components. Classification is done using features

extracted from these images.
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5.1.1 Construction of BAG

We examine word images along horizontal runs (Hruns) to build a Block Adjacency Graph (BAG)
(Section 4.1.5). The process first creates a Hrun representation from the word image. Hruns
having more than one adjacent run at the top or bottom are marked as merging or splitting Hruns.
Blocks are constructed by grouping Hruns that are separated by such merging or splitting Hruns.
A graph can be constructed by the following two steps: (i) The centroid of each block is stored as a
node, (ii) Edges are added between centroids of neighboring blocks. The BAG thus represents the
word image as a connected set of discrete nodes which follow the natural character/word contour
(Figure 5.2(a)). The blocks are stored in an array block_array. A few analytical operations are
now performed on the BAG to obtain positional information: average stroke width of the word sw
is computed using the Hruns (Section 4.2.2), and baselines are computed by linear regression over
the centroids of each block in the BAG (Section 4.2.3). The longest horizontal block in the BAG

is identified as shirorekha.

LBlock Data Structure:

At this stage, the shirorekha has been separated from the word. We compare the position of each
of the remaining blocks with the shirorekha. Blocks that are above shirorekha are flagged as
belonging to ascenders and those that are below are flagged as belonging to core components. A
component can contain multiple blocks, E.g.: The ascender in figure 5.2(b) appears as three blocks
connected by edges. We create a data structure called LBlock (Linked Block, Data structure 4)
that groups together such connected blocks as a single component. All blocks of the BAG are
stored in an array and edges on each block are traversed using breadth first search (BFS [22]) to
construct Lblocks (Procedures 5, and 6). Edges are added between LBlocks to indicate connections
between a core component and an ascender component. Figure 5.2(b) shows the construction of

four LBlocks from the BAG of a word.
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Data Structure 4 Implementation of Linked Blocks in the BAG
struct LBlock {
Block* first_block, last_block; // Pointers to the first
// and last block

BlockList* blocks; // Link list of blocks
int left, top, right, bottom; // Bounding box

int area; // Area in pixels

int pos; // Set to 0, if it is

// above shirorekha,
// set to 1 if below.
int tag, visited; // Data to represent
// processing information
i
struct BlockList{
Block* current, next; // Pointers to manage a link list

5.1.2 Character Segmentation Using BAG

Each LBlock is a BAG and we generate multiple segmentation hypotheses by selecting different
combinations of blocks from the BAG. Ascender LBlocks are not segmented. A naive approach is
to exhaustively select subgraphs from the BAG. The number of hypotheses generated by exhaustive
selection is exponential in terms of the number of nodes, and will be prohibitively expensive. We
prevent an exhaustive enumeration by taking advantage of the fact that segmentation hypotheses
correspond to components, and that component shapes are restricted by two conditions: (i) Com-
ponents are mostly joined from left to right or top to bottom, (ii) Devanagari components cannot
have disconnected images. The equivalent conditions for subgraph selection selection are: (i) A
node cannot be selected if it is to the right (bottom for descender characters) of a node that has not
been selected, (ii) Subgraphs represent components and cannot have dis-connected nodes.

The conditions on subgraph selection ensure that the number of segmentation hypotheses is
never more than the number of blocks in the BAG. The hypotheses are also limited to subgraphs

which structurally represent Devanagari components. Figure 5.2(c) shows an example where
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Procedure 5 Generate linked blocks: create_LBlocks(struct Block* block_array[], struct LBlock*
Iblock_array[])

1: for Each block b in block_array do

2:  Set b.visited to false
3 if b is on the shirorekha then
4 Create an LBlock for the shirorekha store it in cb
5 Set b.tag = 0
6: endif
7
8
9

if b is above the shirorekha then

Set b.tag =1
: endif
10:  if b is below the shirorekha then
11: Set b.tag = 2
12:  endif
13: end for

14: for Each block b in block_array do
15:  if b.visited is set to true || b.tag == 0 then

16: Set b to the next block
17: Goto step 2
18:  end if

19:  Create a new LBlock and store it in ¢cb
20:  Setcb. first_block to b

21:  Set b.visited to true

22:  Call bfs(cb, b) // Procedure 6

23:  Add cb to Iblock_array

24: end for

Procedure 6 Breadth first search: bfs(struct LBlock* cb, struct Block™* b)
1: for Each edge e of block b do
Set b to block at the end of e

2:
3. if b.visited is set to true || b.tag # b.tag then
4 Set e to the next edge
5: if e is null then
6: exit // All edges have been traversed
7: end if
8: Goto step 2
9: endif
10:  Set b.visited to true

11:  Add b to the linked list of cb
12:  Call bfs(ch, b)
13: end for
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blocks are selected from left to right to segment a character horizontally. Figure 5.2(d) shows
an example where blocks have been selected from top to bottom to segment a character verti-
cally. Since the BAG data structure is consistent with breaks in the character image, we are able to
segment Devanagari characters along non-linear boundaries. In contrast, segmentation techniques
have so far used sliding windows (Section 2.2.2). Such methods can only segment an image from
left to right. In comparison with our approach, window-based techniques generate a larger num-
ber of segmentation hypotheses. BAG computation and analytical operations discussed here use
only the word image and do not depend on font information. As discussed in section 2.1.2, prior

Devanagari OCR methods use external font information to perform segmentation.

5.1.3 Connecting Broken Junctions in the BAG

During segmentation, it is assumed that LBlocks generated in the section 5.1.1 correspond to as-

cenders, cores or fused components. However, noise in printed text can cause broken characters,

which result in LBlocks that do not correspond to such components. Figure 5.3(b) shows that five

LBlocks are obtained from a sample of the word §4. This word has only two core characters §
and @, and should contain only two LBlocks. In this section, we describe a method that is used to

correct this aberration. This method is performed on the BAG of a word image before performing

the segmentation explained in section 5.1.2.

In a correctly printed document that is free of image degradation, there would be a thin junction
between the images corresponding to LBlocks 2 and 3 (Figure 5.3(b)). Similarly, images corre-
sponding to LBlocks 3 and 4 would have two junctions. This would have given only two LBlocks
for our sample word. In BAGs, missing junctions appear in the form of sharp edges that are close
to each other but belonging to different LBlocks. We use chain code processing to identify and
connect such nearly-contiguous sharp edges in neighboring LBlocks. We first obtain maximum-
curvature points from the BAG. Maximum-curvature point is a location on the outer contour where

curvature changes by more than 90 degrees. Chain codes are used to examine the outer contour of
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each LBlock and determine points of maximum-curvature. Many maximum-curvature points are
seen in regions of LBlocks that have sharp edges. These regions are usually at the ends of dis-
connected junctions. If two adjacent LBlocks contain maximum-curvature points that are closer
to each other by less than twice the stroke width, we add an edge between the two LBlocks. The

process is outlined in procedure 7.

Procedure 7 Connect broken LBlocks: refine_LBlocks(struct LBlock* Iblock_array[], int a)
1: Sort the LBlocks in Iblock_array from left to right based on their centroid.
2: for Each pair of neighboring LBlocks Lb; and Lb, in 1block_array do
3:  Compute the maximum-curvature points mc; for Lb;

4:  Compute the maximum-curvature points mcy for Lby
5. for Each point m; from mc; do
6: for Each point my from mcs do
7: if dist(my, my) < a then
8: Introduce an edge from a block in Lb, to a block in Lb, {a: Average stroke width}
9: Goto line 2
10: end if
11: end for
12:  end for
13: end for

14: Copy all the blocks in Iblock_array to blocks_array
15: Delete all entries from Iblock_array
16: Call create_Iblocks(Iblock array, blocks_array) {Procedure 5}

LBlocks corresponding to ascenders are omitted from the refinement process. The limitation
with ascenders is that they are very small in size and there is little image information to analyze

ascender shape.

5.2 Using Component Classifiers to Guide Segmentation

The steps described till now construct LBlocks from a word image and segment LBlocks to obtain
ascender, descender and core components. In this section, we discuss the design of classifiers that
can map the segmentation results to component class labels. We design three classifiers: (i) An

ascender classifier having 7 classes, (ii) A core classifier with 40 classes, and (iii) A descender
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baseline and shirorekha detection, Left: Graph representation of the word

(b) Connecting broken characters: Blocks 2-3 and 4-5 are from broken characters and
can be connected by using chain code (arrows) to form connected LBlocks 6 and 7

Figure 5.3: Creating the BAG data structure for a Devanagari word

classifier with 5 classes (Table 5.1). In sections 5.2.1 and 5.2.2, we discuss feature extraction and
classification techniques employed in our design.

So far, we have assumed that apart from ascender LBlocks, each LBlock in a word is seg-
mented using the BAG. Multiple segmentation hypotheses are generated from such segmentation,
and each hypotheses is mapped to a component class label. In practice, segmentation is not neces-
sary in ascender LBlocks, and in core LBlocks which contain only one component. Such LBlocks
correspond to Devanagari consonants, vowels, and consonant-ascenders which form 88% of De-
vanagari text (Table 3.4). By avoiding the segmentation of corressponding LBlocks, we can save on
execution time, and more importantly, prevent errors due to oversegmentation. Ascender LBlocks
can be easily identified using the distinctive shirorekha, and can be excluded from segmentation.
It is comparatively difficult to predict if a core LBlock contains a single component or multiple
components. We use classifier confidence to make this prediction. In section 5.2.3, we will discuss

how equal error rate is used to obtain threshold scores for the core classifier.
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Table 5.1: Devanagari components recognized by our system

Typically, a low classifier score indicates that the input image is a poor match to the class space.
An LBlock composed of multiple components is likely to have a shape that matches poorly with
any single core component. When such an LBlock is input to our core classifier, the output is the
closest matching class label with a low score. We compare the output score of each LBlock with
the threshold score of the corresponding class label. If the output score is higher than the threshold,
we consider that the LBlock contains a single component, and retain the top two classifier results.
If the output score is lower than the threshold score, we consider that the LBlock has more than one
component; the topmost classifier result is retained, and the L.Block is flagged for segmentation.

When an LBlock is selected for segmentation, structural features are examined to choose one
of two segmentation hypothesis: (a) Consonant-descenders: If at least 10% of the blocks are below
the baseline, it is considered as a consonant-descender character, otherwise it is considered to be
a conjunct or fused character. Adjacent blocks are selected from top and bottom, and sent to
core and descender classifiers respectively, (b) Conjuncts/fused characters: Adjacent blocks are
selected from left and right, and are sent to core classifier.

In subsequent sections, we discuss the design of feature extraction techniques and classifiers for
Devanagari components. We analyze receiver operator characteristics and obtain threshold scores

for the core classifier.
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5.2.1 Feature Extraction Techniques

Feature extraction is the method of processing images to obtain data that can capture the general
shape and structure of printed symbols, and at the same time ignore subtleties like font variations or
noise. An introduction to different feature extraction schemes can be found in the survey papers by
Connel [21] and Jain [99]. We experimented with two feature extraction techniques for Devanagari
OCR:

Gradient Features: Images are normalized and a Sobel operator is used to measure the mag-
nitude and direction of intensity changes in a small neighborhood of each pixel. A gradient map
is generated by retaining gradient magnitudes which are above a threshold. The gradient map is
putinto a 3 X 3 grid and gradient directions are quantized into 8 bins: horizontal, vertical, and the
two diagonals in each direction. Each cell contributes 8 real-valued features to the feature vector.
Concatenation of the gradient vectors from 9 cells forms a 72 element real-valued feature vector
that represents gradient variation in the image.

Gradient, Structural and Concavity Features: The GSC feature set, originally reported
in [30] encompasses three general attributes that are hierarchical in scale and orthogonal to each
other. It is a 512 binary feature vector consisting of: (a) 192 gradient features, which represent
curvature information of local edges in the image, (b) 192 structural features, which represent
short strokes of different angles, and (c) 128 concavity features which reflect holes and concavities

pointed towards left, right, up or down.

5.2.2 Classifier Design

Two neural networks and a K-nearest neighbor classifier have been studied for Devanagari. We use
three-layer, fully connected neural networks with logistic activation function. The neural networks

have been trained using standard back-propagation.
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Neural Network Classifier using Gradient features: This classifier has 72 input nodes, 48
hidden nodes and 40 output nodes.

Neural Network Classifier using GSC features: This classifier has 512 input nodes, 128
hidden nodes and 40 output nodes.

K-Nearest Neighbor using GSC features: A K-nearest neighbor classifier has been designed
using the GSC feature set and the Kulzinsky metric. This has been used earlier for Latin handwrit-
ing recognition [111]. Given a test image, the distances of its “K” nearest neighbors are obtained.
Different values of K were examined before selecting K=3, which gave a top choice accuracy of
94.27% (Experiments outlined in chapter 7).

The scores in both the neural network and K-Nearest neighbor range from 0.0 to 1.0. However,
the scores do not sum to one, in that the scores are not probabilities. While it is possible to design
better classifiers, the study merits a separate discussion and the interested reader is pointed to other

resources [11, 26, 68].

5.2.3 Obtain Threshold Confidences for Classifiers

We use threshold classifier score to determine whether a core LBlock corresponds to a single com-
ponent or to multiple components. This section describes the process used to obtain the threshold
scores for each core class. A low score on the top choice result is accompanied by lower scores
for the subsequent choices. Hence only the top-choice score is used for comparison purposes. For
a given LBlock, if the classifier score for the top-choice class is less than the threshold score of
that class, the LBlock is segmented further using the process given in section 5.1.2. Characters
containing conjuncts and descenders need to be segmented, while consonants/vowels contain only
one core component and should not be segmented.

In our problem, a false positive occurs when a character having conjuncts/descender is not se-
lected for segmentation, while a true positive occurs when a consonants/vowels is not selected for

segmentation. A low threshold would increase the number of false positives and a high thresh-
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Figure 5.5: Classifier receiver operator characteristics for a full consonant: (a) Neural network
with gradient features, (b) Neural Network with GSC features, (c) K-Nearest neighbor with GSC
features

old would decrease true positives. Analysis of receiver operator characteristics (ROC) is an ac-
cepted technique of arriving at thresholds that optimize the true positive and false positive rate of
a system [23, 28, 60]. We obtain a separate threshold confidence for each class by analyzing the
respective receiver operator characteristics (Figure 5.5).

To analyze ROC curves, we construct an image test set containing consonants, vowels, con-
juncts and consonant-descenders. The classifier result for each sample is represented as: < I, truth,r,c >,
where I: input image, truth: true class label, r: top choice class label (r € {consonants/vowels}),
and c¢: top choice score. The result is a true positive if truth € {consonants/vowels} and
¢ > ¢, where ¢, is the threshold confidence for class 7. The result is a false positive if truth ¢
{consonants/vowels} and ¢ > ¢&,. For class r, True, and False, are the number of true positives
and false positives respectively. False Accept Rate (FAR) and False Reject Rate (FRR) is com-
puted for each class by taking different values of ¢, (Equation 5.1). The confidence corresponding
to equal error rate is selected as threshold confidence of the class. True positive and false posi-
tive rates for these thresholds show that the GSC based neural network and KNN classifiers give

the best performance (Table 7.1). In a second test, only consonant/vowel images have been used
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as input to the classifiers and all three classifiers are found to give high accuracies (Figure 7.2).
However, GSC based classifiers outperform the gradient based classifier in the important stage of

separating conjuncts and descenders from vowels.

n

o B ZT: True,
FRR=1 Number of consonant/vowel samples

_ Z:“: False,
FAR = Number of conjunct and cé)nsonant-descender samples -1

n = {Number of consonant/vowel classes}

5.2.4 Ranking Segmentation Results

Our recognition driven segmentation method returns one result for each ascender LBlock in the
word and multiple results for the remaining LBlocks. This section discusses two issues which
arise because of these multiple results, and explains how component results are reordered before
applying a language model. The multiple results lead to two issues: (i) In characters having two
components, two class labels are generated at each segmentation result. It often happens that the
correct class for one of the component is obtained from a particular segmentation hypothesis, and
the correct class for the second component is obtained at a different segmentation hypothesis. (ii)
The same class label may be output by the classifier for multiple segmentation hypotheses.

We will use an example to illustrate the issues mentioned above. In a sample of the word
‘{W‘ﬁ‘ four segmentation hypotheses are obtained for the first LBlock (Figure 5.4(b)). The correct
result for this LBlock is T and .. However, . is obtained as the class label for the first two
segmentation hypotheses and T is obtained in the last two segmentations. The class labels T and .,
are not obtained at a single segmentation. We create additional results by exhaustively enumerating
all possible pairwise combinations of the class labels and scores. In case a class label occurs at
multiple segmentation hypotheses, the higher score is considered to enumerate the pairs. In our
example, six pairs are generated, bringing the total results for the first LBlock to seven (O; of

Figure 5.6). Thirteen segmentation hypotheses are generated for the second LBlock, of which six
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Figure 5.6: Results from the recognition driven segmentation performed in Figure 5.4; Classifier
scores are not shown here

hypotheses are shown in Figure 5.4(c). By exhaustively enumerating the classifier results from the
thirteen segmentation hypotheses, we get seven results for the second LBlock (O, of Figure 5.6).
The results from recognition driven segmentation are organized in the form: O; = {04980, [<
0i18i1, 01181 >, .- < OiSik, OikSir >}, where o and s represent the class label and score, and
1 represents the LBlock number. If the classifier returns multiple consonant/vowel choices for
a particular LBlock 7, or if multiple segmentation hypotheses are obtained for LBlock 7, then

|O;| > 1. In the case of ascenders, only the top choice classifier result is retained, making |O;| = 1.

5.2.5 Necessity of Additional Models to Generate Words

The stages discussed till now provide a list of components for an input word. In this section, we
enumerate the reasons why additional processing is required to obtain word results from compo-
nents. A language model which implements the additional processing steps is discussed in the next

chapter.

e The segmentation stage divides some modifiers into two parts. Such division is seen in
modifiers which contain both a core as well as an ascender component E.g: £ T T. Fig-
ure 5.7(b) shows the example of modifier ' which is recognized as the sequence of class
labels T, and . We use a grammar to identify such class label sequences and output the

original un-segmented modifier.

e The recognition driven approach cannot distinguish between a half-consonant and a conso-
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nant while segmenting characters horizontally. Conjunct characters contain a half-consonant
fused horizontally with a consonant. A fused character contains a consonant fused horizon-
tally with another consonant due to printing error or noise. The recognition driven seg-
mentation stage treats both the conjunct and the fused character in a similar fashion. Half-
consonants are not included in the class-space of the recognizer. It is assumed that when
the image of a half-consonant form is sent to the classifier, the top choice result will be
the corresponding consonant. Figures 5.8(a), 5.8(b), and 5.8(c) illustrate the example of
conjunct/fused characters. While processing the results from a conjunct/fused character, a

language model is used to select between the consonant and half-consonant.

e Multiple component results are often obtained for core components. The recognition driven
segmentation uses threshold confidences to determine whether a core component has to be
segmented or not. Noisy core components are often recognized with a low confidence, and
segmented to obtain multiple hypotheses. Figure 5.9(a) shows a noisy word where three out
of five core components have been wrongly over-segmented. Over-segmentation is also seen
in words which have a font that is markedly different from the fonts used in the training
set (Figure 5.9(c)). The recognizer retains top two results from the component classifier,
examples of which are seen in figure 5.8 (The second choice is shown with the “Alt” label).
Retaining multiple results from the component classifier is useful since the likelihood of
getting the correct class among the top-n choices of a classifier is higher than getting the
correct class in the top choice. Multiple component class labels can lead to large number of
word results (We shall discuss this shortly). A language model is used to rank the different

word results.

In the next chapter, we will design a probabilistic finite state automata to process the core,

descender and ascender component hypotheses and generate word results.
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Figure 5.7: Examples of results from recognition driven segmentation. Word images are on the
left and component results are on the right.
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0.248047) E E E 5 B
(. 0.161458) Y (1, 0.524089) (T, 0.536784) (1, 0.510417) < (7, 0.326823)

- -
B (1,0.318034) W (7, 0.307292) B, 0.487630)

=Y Ascenders:  },0.521159)

(¢) A word where the consonant =T is connected to consonant & due to print error

Figure 5.8: Examples of results from recognition driven segmentation where some core compo-

nents correspond to fused or conjunct characters. Word images are on the left and component
results are on the right.
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Number of Components: Ascender: |, Core: 5, Conjunct/Fused: 3, Descenders: 0

Conjunct:

V1. 0518229 ¥ 1, 0511068 € 7. 0.511068)
ﬂ Core: (9, 0.386719)

Qt?& 0.163411 rq (9, 0.327799) 1 (T, 0.516602)

Conjunct:

.
2947 T
I co= @osomo {03204 4 ,0.500977)

m [ (1. 0503581 J![L 0.497721)
m D Ascenders: [ 0.523763)

' Core: (T, 0.528564) Alt: (T, 0.526660)

Conjunct:

E| a7, [1.|?7113.1r5 (W, 0.166667) :]Fl. 0.315755)

Core: (T, 0.529053) Al: (T, 0.177660)

1
-
ﬂ Core: (&T.,0250732) VT, 0.467773) (T, 0.466797) ;lﬁ_{l.i_lﬁﬁsr

(a) Three out of five core components are over-segmented

Number of Components: Ascender: 0, Core: 4, Conjunct/Fused: 2, Descenders: 1

Conjunct:

- -
ltT, n.w‘.fn'.'ml (T, 0.510417) iﬂ. [1._1:\:H[H:i (T, . 496745) z (T, 0.503906) z (T, (L166016)
3 Core: (8, 0.535645)

T T r r
m 5[3. u.}:_ﬂmhg (T, 0,483724) ¥ (T, 0.493490) ¥ (T, 0.500000) ¥ (T, 0.495443) b (T, 0.499023)

m I Core: (T, 0.531250)

a Core; (@ 0.527832)
Conjunet:

q 1T, 0.467773) :l’T. U.46?]’T3Fltl {J.ﬁHMS}' (T. 0.511068) : (H, 0.486979)
Core: (H. 0,528809)

q (A, 0.534505) q (M, 0.341471) qiq. 0.497721) q (A, {].-W‘Jill_hl (T, 0.513997)
(b) Two out of four core components are over-segmented

Number of Components: Ascender: 2, Core: 4, Conjunct/Fused: 2, Descenders: 0

Conjunct:

Core: 401, 0.491562) €1, 0.317057) €& 0. \2><77h16\E.U,-t‘!‘!(i'!(nqtii:,,\:*illl:nqm. 0.505859)
Q (F, 0.389893) r
icr{ 0.166341) q.;,n‘;:_‘m, i(r 05009771!11, n,miﬁjm[d (1.327148) « (T, 0.490560)

Core: (T, 0.245117)

a i E;‘ i A Ascenders: 1,0.533854)
aﬁ Conjunct:

Core € @.0477539) € @ 0.162760) € . 0325195 & @ 0492189 €T @.0 162760) @, 0.485677)
ﬁ (1, 0.4963582)
ﬁ[ﬁ, n,_usn_u.qa n49739rlli1=t,04339321LT,nmum[mn3241191[[1.04833981

0O Ascenders: &, 0.511068)

l Core: (T, 0.321760) Alt: (T, 0.244268)

(¢) Two out of four core components are over-segmented

Figure 5.9: Examples of recognition driven segmentation where some core components have been
over-segmented. Word images are on the left and component results are on the right.
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Chapter 6

Stochastic Modeling to Generate Words

The recognition driven segmentation processes word BAGs and obtains component results for each
character. Some of these components directly map to characters, while others have to be combined
with their neighboring components to form a character. Once characters are formed from the
components, they only have to be placed in sequence to form a Devanagari word. The process
outlined in chapter 5 is capable of recognizing the 52 most common Devanagari components. If
Devanagari characters could be formed by permutation alone, the number of characters would be
> nPy, with n = 52 and £ indicating the number of components in a character. Characters with
upto 3 components occur most frequently in Devanagari, but 4 or 5 components are also seen.
By setting £ = 1,2, 3, the possible character permutations is 1,35,252. The number of observed
Devanagari characters is lesser: Only 5,537 characters are present in a Hindi text corpus having 11
million words. This is because the underlying language has restrictions about which component
sequences can and cannot form a legal character.

The formation of Devanagari characters and words from components is not an unrestricted
permutation, and characteristics of the underlying language can be incorporated into a model to
enhance recognition results. Depending on the language being processed, different linguistic rules

govern the formation of characters from components. Devanagari can be used to write several
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Sequence 1 T = " qg:ﬂ'

Sequence 2 T <&HI> " | cannotform a legal word
Sequence4l <T.> <& d> = | W
Sequence48 <d.> <& d> il ﬂﬂ_cﬁ'
Sequence49 <d.> <TET> | W

Figure 6.1: component sequences (left) and possible words (right).

languages - Hindi, Sanskrit, Marathi etc, and we consider the Hindi language for our study. In sec-
tion 6.1, we discuss linguistic aspects which restrict the formation of characters from components.
In section 6.2, we outline computational techniques to combine the component classifier results

and the linguistic models into a single stochastic framework.

6.1 Linguistic Restrictions in Hindi

It is known that humans are familiar with a language or script use non-image knowledge while
reading text. For example, readers familiar with Hindi can say that the word generated by sequence
48 of figure 6.1 is more probable than any of the other words. In remaining parts of this section, we

describe linguistic restrictions that may be used by humans to make comparisons between words.

6.1.1 Script Writing Grammar

Script writing grammar is a set of rules that determine how Devanagari components should be com-
bined to form characters. Sequences of components which violate these rules cannot form valid
characters. For example, by applying the rule “Half-consonants cannot have vowel modifiers”,
one can determine that the component sequence T is illegal. Similarly, using the rule “Only one
vowel modifier is allowed on a consonant”, one can eliminate a different sequence of components.

The utility of script writing grammar can be illustrated by considering the classifier results of our

82



O1= {1, <7 >, <T >, <0 > <> <To>, <>}
O, = {3, <A |>, <H Tq>, <H >, <T |>, <T T>, <S> }
0y = {7}
04 = { | }

(a) Original components generated from recognition driven
segmentation of figure 5.4

Or= {1, < >, < > <d >, <T.> <dT.>}
0, = {4, < d>, <q{ &>, <@ d> <& ¢>}
()3 = {'L}
0,={1}

(b) Applying script writing grammar

0= {¥, <T.> <q.>}
0, ={%, <& >, < d> }
05 ={"}
04 = { I }

(c) Applying syllable sequences

Figure 6.2: Removing component sequences by applying linguistic restrictions.

sample word ‘I&‘cﬁ‘ (Figure 5.4). Recognition driven segmentation gives a lattice of component
results from the word image. At least three of these results can be pruned by using the two script
writing grammar rules mentioned here (Figure 6.2). The original result for our sample word had
seven results each for the the first and second character. By permutation, 49 component sequences
can be formed and these sequences can generate 49 words. By imposing the two script writing

rules, we have reduced the component hypotheses of the first and second characters to 6 and 5

respectively, reducing the number of word results to 30.

Certain rules determine how components combine to form alphabets and characters. Consider
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for example the rule: “When a consonant is followed by the sequence T, the sequence will
change to the consonant followed by vowel modifier T ”. One can use this rule to change the
sequence d ™Tinto the alphabets @ and T . These two alphabets in turn represent the character &T.

Prior researchers have used a decision-tree framework to implement these rules [6, 85]. We
encode these restrictions in a context sensitive grammar, and use the grammar to design a compu-
tational model. Equation 6.1 encodes the combination of alphabets into characters. The grammar
which encodes the combination of components into alphabets is given in table 6.1. Section 6.2.2
describes a computational model that can incorporate the grammar to prune illegal component

results and to combine components into alphabets and characters.

Devanagari character = V|(c*C[v][s])
where V - Vowel, C' - Consonant, ¢ - Half-consonant,
v - Vowel modifier, (6.1)
s - Special accent (nukta, )

Devanagari word = (Devanagari character)™

6.1.2 Restrictions on Syllable Co-occurence

As discussed in section 1.5, psychological and linguistic studies show that humans rely on their
knowledge of sounds to read text [41, 97]. The use of sound models is found to hold true across
multiple languages: English [10, 93], Hebrew [14, 76], Japanese [27], Chinese [90, 45], and
Hindi [70]. These studies further suggest that the linguistic units used by humans correspond
more closely to syllables than to sub-syllable units like alphabets or extra-syllable units like pre-
fixes. A study by Taylor reviews research on different linguistic units that are used by humans
(Chapter 8, [97]), and says the following: “In word recognition, splitting a word into syllable units
permits subjects to overcome the effect of time separation between presentation of parts of the

word, whereas splitting into similar sized non-syllable clusters does not.”. In the case of Hindi, it
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Vowels having only one component: Consonants having only one component:

AT T TSI ETAACSSaadadT
THTITFITTATTAS

Vowels having multiple components: Consonants having multiple components:

AT = AT IT = TT

£ = g7 o= UT

T o= uwo T o= T

A = AT

AT = AT |eT

vV € {a‘ngﬁ‘ﬁ‘aﬂ'aﬁ'} C € EaTTgIgzyTadT

TTTTTaTTTT
THITN AT TLATATTE }

(a) Vowel (V) (b) Consonant (C)

half-consonantlabel,/ € {(F®TETTEFFUCLEFTCFILFETEFITSE

c = 1|C_

(c) Half-consonant (c)

Modifiers having only one component:

v VN Y
~ c\ot\r

Modifiers having two components:
(cC)F = 17 (¢0)

(cCfr = (¢C)™ T
SR R

= T

= T17°

<
m

{{eoaT 77 2 FTTT

(d) Vowel modifier (v)

Table 6.1: Formation of alphabets from components
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is suggested that a set of phonological rules closely represent the model used by native users to
decipher Hindi text [70]. A list of the phonological rules is provided in appendix A.4, and a few of
the rules are discussed in this section.

To explain the relevance of the Hindi phonetic rules in our OCR problem, we will see how the
rules can be manually applied to prune component results obtained from the sample word W‘ﬁ‘
(Figure 6.2(a)). One of the restrictions is: “Two breathy voiced consonants (BVC, & & & & &
@ I ¥ | ¥) co-occur very rarely in a word.”. By this rationale, we can eliminate two component
sequences from our result: & @ and B @ (Figure 6.2(c)). Another condition is: “Breathy voiced
consonants rarely appear as conjuncts with other consonants”. This inhibits occurrence of the
following components: ¥ &, ¥_ &, d_&,7_&, T_ &, d_ & .Byimposing
the previous two restrictions as rules, we can eliminate five component sequences from our result
(Figure 6.2(c)).

The script writing grammar in the previous section reduced three of the component hypotheses.
When the script writing grammar and syllable restrictions are applied together, the number of
results for the first and second character is reduced from seven to three each, effectively reducing
our hypotheses from forty-nine words to only nine words. Significant gains can be made by pruning

recognition results using the script writing grammar rules and phonological restrictions.

Adapting Syllable Restrictions to OCR

While phonological restrictions can be useful in pruning OCR choices, we do not use them in the
form presented by linguistics. Notice the conditional term used in the following restriction: “Two
BVC co-occur very rarely in a word” or “Breathy voiced consonants rarely appear as conjuncts
with other consonants”. N-grams derived from a text corpus can implicitly model these restrictions.
An n-gram model specifies the conditional probability of each unit of text (Called a token) c,, with

respect to its history ¢;...c,_1 [20]:
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P(ci...c,)  Count(ci...cp)
P(c...cn1)  Count(ci...cp1)

P(Cn‘cl..n—l) = (62)

Previous techniques in language modeling have used alphabets, suffix/prefix units, or words as
tokens in n-grams [42, 44, 80, 72]. Most of the linguistic rules in Hindi are defined on syllables,
and it seems likely that a syllable ngram model can be useful in Devanagari OCR.

Before designing a syllable n-gram model, we need to identify a technique that can provide
syllables from a word. Sproat discusses computational models to identify syllables in different
languages, including English, Hindi, Japanese, etc [91]. The advantage with Hindi is that it is a
syllabic language, and Devanagari is a syllabic alphabetic script. The orthographic syllable, or
character of Devanagari closely represents a Hindi syllable (Orthographic syllable explained in
section A.3.1). A Devanagari word can be split into characters or orthographic syllables by using
the grammar defined in equation 6.1. Thus, we are able to study the use of both alphabets and

syllables as tokens in the n-gram modeling of Hindi.

6.2 Algorithms to Model Linguistic Phenomena

The script writing grammar discussed in section 6.1.1 has been applied in a rule-based framework
for OCR post-processing [84]. Dictionary lookup has been tried for Hindi [7]. The additional
linguistic restrictions described in section 6.1.2 have not been adapted in OCR designs. In this
section, we will discuss corpus analysis of Hindi using N-gram model. A Stochastic Finite State
Automaton (SFSA) is designed to combine components into characters and words. Lastly, we
discuss how N-gram frequencies and classifier scores can be integrated into the SFSA to generate

a ranked list of words.
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6.2.1 Corpus Analysis of Hindi N-grams

To establish the use of different alphabet and syllable units in modeling Devanagari, we studied
n-gram frequencies of the EMILLE Hindi corpus [5]. After removing punctuation, digits, and
non-Devanagari alphabets the corpus has 11,381,720 words and 59,524,848 alphabets.

Each token c; of an n-gram model can be an alphabet and will give us alphabet n-grams, or it
can be syllables, in which case we get syllable n-grams. The units or tokens of the n-gram model
are significant to model design and behavior. A common technique to design better models is
classing in which tokens of a specific type are included in a common class, and instances of the

token c are considered as instances of the class ¢, ¢ € ¢. In this case, the equation changes to:

P(é...t,)  Count(é...¢)
P(él...énfl) N Count(él...én,l)

We use different classing techniques based on the phonetic properties of Devanagari alphabets.

Trigram and bigram frequencies are obtained by applying eight tokenizing techniques:

1. Alphabets with no classing: No classing is performed, i.e. Each alphabet of Devanagari is

considered as a separate class.

2. Phonetic grouping of vowels and consonants: Tokens are alphabets shown in table 1.1

with each row of consonants and vowels being grouped into one class.

3. Breathy voiced consonants in separate classes: Similar to case 2, except that each breathy

voiced consonant (BVC, @ ¥ & & @ @ ¥ ¥ W ¥) is placed in a group by itself.
4. BVCs in one class: Similar to case 2, except that all BVCs are placed in one class.

5. Nasals in one class and BVCs in separate classes: Similar to case 2, except all nasal

consonants (NCs, 3 3 U =T H) are grouped into one class, and BVCs in a different class.
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Number | Perplexity (Pp)

Tokens of classes | Bigram | Trigram

Alphabet 126 13.64 | 6.23
26 828 | 606

A}E’fafgts 36 9.00 | 6.10
lg)y p 27 863 | 6.15
ohonetic 28 900 | 623
\ 32 938 | 6.19
properties 41 971 | 6.15
Character 5538 18.51 3.53

Table 6.2: Bigram and trigram perplexity computed on the EMILLE dataset

6. NCs in separate classes and BVCs in one class: Similar to case 2, except that each NC is

assigned a separate class, and all BVCs are placed in one class.

7. NCs and BVCs in separate classes: Similar to case 2, except that each NC and BVC is

assigned a separate class.

8. Characters with no classing: Tokens correspond to characters in the text, and each charac-

ter is a separate class.

Pp(D,q) = 9N 2 log a(a) g — n-gram probability (6.4)

The perplexity (Pp) of each language model is computed using equation 6.4, and is shown in
table 6.2. A perplexity of k indicates that while predicting each token, the language model is as
surprised as a uniform, independent selection from k tokens [20]. In section 6.2.2, we incorporate

n-gram statistics into an SFSA to generate Devanagari words.

6.2.2 Stochastic Finite State Automaton

The general methodology of designing an SFSA is to create a finite-state machine (FSM) that

accepts strings from a particular language and assign data-driven probabilities to transitions be-
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tween states of the FSM. If a candidate word is accepted, a score or probability is obtained and
if rejected, corrections can be made using the minimum set of transitions that could not be tra-
versed [50]. SFSA has been used to generate predictive text for hand-held devices [32], and to
model error correcting parsers for OCR [51]. In both applications, the SFSA has been built using
n-grams models of English suffixes/prefixes. SFSA has also been used in handwriting recognition
to model the relation between image features like loops, cusps, or lines and the underlying alpha-
bets and words [106]. In our methodology, the structure of SFSA is modeled using Devanagari

script writing grammar (Equation 6.1), and is defined as: A = (Q, 0,1, F, A, %, 6), where

e () : states
e O : observations (52 component classes, table 5.1)

I : initial states, which indicate start of a character

F : final states, which indicate end of a character

A = a; (o) : set of transitions where a; ;(0) represents the probability of going from state ¢

to 7 while accepting the label 0 € O.
e > : emission symbols (Alphabets from table 1.1, and the null symbol €)

e ) : A X3, amapping from transitions to the emissions.

When a sequence of observations are accepted by the FSA, emissions generated by correspond-
ing transitions give the word result for this sequence. We clarify the design of our FSA by using an

example; the following transitions can accept the classifier labels given in Figure 6.2(a) and emit

the correct word T T

S T.emitc,ce {TF T}

T, % Tyemitd, d € { .}

90



T, ™ NT,, emite,m e { ™}
NT,, -5 T,emitv,l € {T },ve{T}

T..T;, T, = S emit e

where S € I and T,,T,;, T, € F. The four transitions in this example represent the following script
writing grammar rules: (i) The modifier I is made of the ascender ™ connected to a consonant and
a vertical bar, (i1)) Only one vowel modifier can be attached to a consonant. The resulting FSA
is showing in figure 6.3. Emissions on the third and fourth transitions allow us to represent the
combination of components ™ andT to formT. The sequence of emissions for this example would

be: T . T

Figure 6.3: Finite State Automata that can accept the classifier labels in Figure 5.4 and emit the

correct word ‘I&_cﬁ'

A finite set of transitions can represent the Devanagari script writing grammar defined by equa-
tion 6.1. While this completes the SFSA structure, we are yet to obtain transition probabilities for
the model. In some SFSA models (For example handwriting recognition [106]), the relation be-
tween states (alphabets) and observations (features) is not apparent, and the Baum-Welch algorithm

is used to learn transition probabilities. In our case, the observations are class labels from com-
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ponent classifiers and the states are alphabets or characters. We use the script writing grammar
defined in equation 6.1 to parse through Devanagari text, and obtain the sequences of states and
the classifier symbols for each word. Transition probabilities for the SFSA are obtained from text

corpus using equation 6.5.

count of observing o while going from state 7 toj

a;i(0) = — — 6.5
i(0) Number of transitions from state i to j ©.5)

Given a sequence of observation symbols, the best word hypothesis is generated using the
Viterbi algorithm [33]. The Viterbi probability 7;(¢), which is the highest probability of being in
state ¢ at time ¢ is given by equation 6.6. The classifier score is also be incorporated into this process
(Equation 6.7). By tracing the transitions which generate y,(7’), we get a valid Devanagari word.
However, this model does not incorporate n-gram statistics, and generates only the topmost word
result. In the next section, we discuss changes to the SFSA model to use alphabets and syllable

n-grams and obtain multiple word results.

1 =0
max(vi(t — 1)a;(0)) ,otherwise

1 =0
7(t) = (6.7)
maz(y;(t — 1)a;(oy)s:) ,otherwise

6.2.3 Implementing Ngram Statistics in the SFSA

The transition and Viterbi probabilities in equations 6.5, 6.6 do not capture alphabet or character n-
gram frequencies. This is because while equations 6.5, 6.6 are defined with respect to each state ()
of the SFSA, only the start states S can indicate which character has been emitted. Most characters
and even some alphabets are composed of multiple components, and several other states will be

present between two start states. For example, while accepting classifier symbols for the word
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gaar (Figure 6.3), the state sequences are: S' — 7,2 — T,* - S* - T.5 — S®* - T, —
NT,2 - T,° — §10 (Superscripts added to indicate number of states). To reach the terminal T.2,
the FSA accepts T, at which time the character is T. At the transition to 7%, it accepts the symbol
-, Which changes the character to T. This is the emission between states S* and S*. Similarly,
characters &, and &1 are emissions between S* — S6 and S® — S0, These state transitions can
capture n-gram statistics, but are not reflected in Viterbi probability estimation. We define another

probability estimation as:

1,t=0

maz[¥;(t — 1)a;;(oy)], if j is not a start state

%i(6) = | maz|i(t — 1)a;;(0)p(ce|he)], if j is a start o9

state, c;is the character between state 7 and the

previous start state, h; is the n-gram history of ¢;

\

This modified probability estimation does not conform to a Markov assumption at the start
states. Back-tracking is needed in cases where #;(t) evaluates to zero for all states j. Additionally,
we need to obtain top-n results from our SFSA. With these constraints, we can no longer use the
Viterbi algorithm to obtain word hypotheses. We perform a recursive search through the lattice
to get all possible word recognition results and rank them according to 4;(7") (Procedures 8, 9,
and 10). The time complexity is exponential and would be expensive for a generic graph. In
practice, words have limited number of conjunct and descender hypotheses and it is reasonable to
perform an exhaustive search through the word recognition lattice.

Equation 6.8 does not incorporate the classifier scores for each observation. To add classifier
confidences, the score of each observation s; is multiplied with a;;(o;) while calculating ¥;(t)
(Equation 6.9). In the next section, we will discuss a few examples which illustrate the use of

SFSA in generating word results.
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Procedure 8 GetWords(O, )
1: Initialize: ¢ = 1, Transitions vectors V = Vi, ... V,,, Vi, set V; = { } /¥ n = |O]| */
2: Initialize: Sequence of start states and emissions, S = { }, Current emission £ = { } and
Position of current start state pos = 0
3: Using Equation 6.8, find all 4;(¢) that accept O;, add them to V;
4:t=1+1
5. Parse(V,0,t, S, E, pos)

Procedure 9 Parse(V, O, t, S, E, pos, \)
1: if V;_; is not empty then
2. ift < N then

3: Find 4;(t — 1) = max[V;_1]
4 Using Equation 6.8, find all #;(t) that accept O;, from state 7, and add them to V;
5: E = F + emission corresponding to 4;(¢t — 1)
6: if 7 is a start state then
7: Add emission E to S
8: Set E = {}, pos = pos + 1
9: end if
10: Parse(V, O, t, S, E, Pos)
11:  else
12: for all 4,(t — 1) € V;_; and i € F do
13: word=S + E + emission corresponding to ;(¢t — 1)
14: score=Y;(t — 1)
15: Print result: (word, score)
16: end for
17: Backtrack(V, O,t — 1, S, E, pos, \)
18:  end if
19: else
20:  Backtrack(V, O, t, S, E, pos, \)
21: end if

Procedure 10 Backtrack(V, O, t, S, E, pos, \)

1: if ¢t < 2 then

2:  stop

3: end if
4: Find 4;(t — 2) = max[V;_s], remove 4;(t — 2) from V;_,
5: if 7 is a start state then
6
7
8
9

FE = Last stored emission from S
Delete last stored emission from S
: pos=pos—1
: end if
10: Parse(V,0,t — 1,5, E, pos)
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1,t =0

i) = < maz[3;(t — 1)ai;(or)s,] (6.9)

\ maz[¥;(t — 1)aij(or)sip(ce|hy)]
6.3 Generating Words from Components

As seen in section 5.2.5, the result of image based recognition is in the form of sequences of
components. Each sequence is not guaranteed to form a valid words. A sequence of components
is invalid if they violate the script writing grammar (Section 6.1.1). In addition, several words may
be generated from the component sequences. The SFSA validates the component sequence against
the script writing grammar and generates multiple word results. Further, each word result is given
a score by combining n-gram statistics and classifier confidences. We rank word results by sorting
them in descending order of their scores. In this section, we discuss a few examples to enumerate
the utility of our SESA model.

When a sample of the word ITis presented to our recognizer, three components are generated
by the component recognition stage (Figure 5.7(a)). The true word is also composed of three
components: Two cores ¥ T, and one ascender S . The sequence of three components is valid
according to script writing grammar. When the component sequence is processed by the SFSA,
we obtain the word results seen in the first row of table 6.3.

In case of the sample of I, a single component sequence is obtained during recognition. We
examine a sample where multiple component sequences are generated from a word image. The
word EX<H contains four core components: § ¥ & H, but additional components are obtained
while recognizing the sample shown in figure 5.9(b). Similarly, figure 5.9(a), and figure 5.9(c)
shows words where multiple results are obtained for certain core components. These additional

components may occur when a core component is over-segmented, or when multiple class la-
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bels are retained for a core component. Multiple components are also obtained while recognizing
conjuncts, descenders, or fused characters (Figures 5.7(c), and 5.8). The SFSA model is able to
process such multiple components and generate a correctly ranked set of word results.

While recognizing the word e, one of the possible component sequences is: T, ((Fig-
ure 5.7(c)). According to the script writing grammar, this sequence is valid, and would generate
the word =;,. However, both the alphabet bigram model and the character bigram model provide
only one result: i, (Table 6.3). In several cases, the character bigram model is able to better rank
the word results. For example, in the word ¥4T, the correct word is ranked at the 10th position by
the alphabet bigram model, while the correct word is ranked first by the character bigram model.
In several other examples, the character model is able assign a better rank to the correct word.
We also found examples where the character bigram performs worse than the alphabet bigram,
but such cases are relatively few. In the next chapter, we will discuss experiments on a publicly

available test set and compare our accuracies with previously reported figures.
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Component Word result using different language models
8. No. Image Truth result Alphabet bigram Character bigram
1 é? IT Figure 5.7(a) IT IT
2 & ST | Figure 5.7(b) SES 5=
3 EEE ROEY Figure 5.7(c) RO S
4 - FTE=dT | Figure 5.8(a) ITE=T I =T T
5 2L o | Figure 5.8(b) T YT &I IITT ST YT
... (10th result: ¥IT*) RLIIASEAS
6 RE"Y 3% | Fieure 5.8 T § 97 399 Iq% 36 IqA
g ' ...(Tth result:3Th) EGECERIE
7 I"E" . TS 9¢ 90 93T T THTS
q 7 a1 F 5.9
U | oy (38th result TETET) T IO
8 m EYE9 | Figure 5.9(b) ST dIdi d1Y] g{aH ald glY
Bure > T[T BYSH ANTATT TET
? tletl e | Figure 5.9(0) i'aﬁ_f'i““%@- - ﬁi'“ ﬁaﬁ‘ o

Table 6.3: Word recognition results after applying language models and dictionary lookup. Word
results are sorted according to the score returned by the SFSA.
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Chapter 7

Experiments

The ILT data set has word images along with their Unicode truth and can be used to test the
final OCR. While words are sufficient to test the final OCR, characters and core components are
required to train and test the classifiers outlined in section 5.2.3. We extract characters and core
components from word images by using the semi-automated character segmentation technique
outlined in section 3.2.4. The run-time operation required to extract these images is described in
appendix B. The extracted images have 24,689 samples of consonants and vowels, 686 conjunct
characters, 479 descender characters, 6,033 samples of ascender components, and 481 samples
of descender components. The image set corresponding to consonants, vowels, ascenders and
descenders is divided into 60% training set and 40% testing set. The conjunct and descender
characters cover 97 and 56 classes respectively. A detaset of 10,606 words has been used to test
the OCR. A summary of the different stages of our OCR and the recognition results at each stage
is provided in figure 7.1. In further sections, results from each stage of the OCR are reported

separately.
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Figure 7.1: Overview of results from each stage of recognition

7.1 Character Recognition

We discuss the accuracy of character recognition in terms of three stages: (i) Accepting a conso-

nant/vowel and rejecting a conjunct/descender by using the component classifier, (ii) Identifying

the direction of segmentation for rejected images (conjuncts or descenders) by using baselines ,

and (ii1) Using the BAG to segment a conjunct from left to right or a descender from top to bottom

and recognizing the constituent components.

Results for stage (i) include component classifier accuracy, false accept rate (FAR), and false

reject rates (FRR). Accuracy of consonant and vowel recognition is in the range of 94-97% (Fig-
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Classifier type FRR FAR Breakup of FAR
Consonant-descender Conjunct

Neural Network Gradient features | 10.70% | 48.85% 48.91% 48.83%
Neural Network GSC features 5.83% 6.88% 7.40% 6.70%
K-NN GSC features 493% | 7.28% 4.38% 8.28%

Table 7.1: False reject rate (FRR) and false accept rate (FAR) obtained at the equal error rate
for consonant/vowel classifiers, Testing is done on 8,029 consonants and vowels, 479 consonant-
descenders and 686 conjuncts

ure 7.2). A false accept in our system means that the classifier score for a conjunct/descender is
greater than the threshold score. The consonant/descender is wrongly considered as having one
core component, and is not segmented. A false reject occurs when the classifier returns a low
score for a consonant/vowel, which leads to segmentation of the consonant/vowel. False accepts
result in under-segmentation and false rejects lead to over-segmentation. The best FAR and FRR
is obtained using GSC neural network classifier: 5.83% FRR and 6.88% FAR (Table 7.1).

120 -

100 4

80 1

— Grad Meural
—— G5C Meural
G3C Mearest Neighls

60

Accuracy

40

D0 e e e e e

1 32 5 7 9 1113 15 17 19 21 23 25 27 29 31 33 35 37 39
Class Label

(@

Figure 7.2: Classifier accuracies for 8,029 consonant/vowel images, Average accuracy: Neural
network with gradient features: 94.36%, Neural network with GSC features: 95.25%, and K-
nearest neighbor with GSC features: 96.97%

For stage (ii), we find that errors occur in words having single characters, E.g.: §‘ In our
dataset, 846 words have conjuncts and 727 have descenders, and errors were found in only 35 and

94 words respectively.
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Character Recognized Top Choice

type component 1 2 3 4 5
consonant 80.17% 86.64% 93.11% 97.08% 98.74%

Descender descender 84.76% - - - -
Conjuncts half-consonant | 16.91% 51.46% 67.49% 83.97% 94.17%
consonant 46.50% 5991% 71.43% 82.80% 92.27%
(a) K-Nearest neighbor classifier using GSC features
Character Recognized Top Choice
type component 1 2 3 4 5
consonant 38.00% 62.42% 77.45% 92.49% 98.12%
Descender

descender 86.31% - - - -
Coniuncts half-consonant | 25.66% 52.48% 74.20% 82.94% 85.57%
Ju consonant 2741% 47.10% 66.62% 83.10% 91.11%

(b) Neural network classifier using GSC features

Table 7.2: Recognition results from 479 descender and 686 conjunct characters

Results for stage (iii) are shown in Table 7.2. Top choice accuracy in recognizing the conjunct
and descender characters is low (26 to 38%) in comparison to the top-5 choice accuracy (91 to
98%). Errors are mainly due to confusions between similar consonants/vowels; e.g: ¥ being
recognized as ® T or F ¥ instead of & 7.

The character data set used above is identical to the test set used for our segmentation driven
recognizer (Section 3.2). A comparison of conjunct recognition using the segmentation driven rec-
ognizer and the new BAG based recognition driven segmentation approach is shown in table 7.3.
While the former approach gives 66.07% accuracy on 32 fregently occoring conjuncts, the BAG
approach achieves 94.17% accuracy in top-5 choices (Table 7.3). The BAG approach is also rec-

ognizes an additional 65 classes with 77.09% top-5 choice accuracy.

7.2 Word Recognition

We report word recognition results using five SFSA models. The following SFSA models incor-
porate classifier confidences: (i) Script writing grammar, with no n-gram statistics, (ii) SFSA with
alphabet bigram, (iii) SFSA with character bigrams; the following SFSA models do not incorpo-

rate classifier confidences: (iv) SFSA with character bigrams (v) SFSA with character trigrams. Of
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Technique
Segmentation driven Recognition driven
technique (Section 3.2) technique (Section 5.2)
Number (#) | Conjunct B # of Percent | #of | Percent | Accuracy | #of | Percent | Accuracy
of classes type & samples | covered | classes | covered (%) classes | covered (%)
31 High- Ea2l 597 33.58 31 33.58 66.09 31 33.58 94.17
frequency
65 Low- g 335 18.84 - - - 65 18.84 77.09
frequency
11 Rakaar T 444 29.86 1 20.17 89.28 1 20.17 94.07
17 Others S 111 6.24 - - - - - -
e
124 1487 100.00 32 60.32 97 87.60

Table 7.3: Comparison of conjunct recognition using segmentation driven and BAG based tech-
niques

these, (i) uses equation 6.6 to compute a score for each word result, (i) and (iii) use equation 6.9,
and (iv) and (v) use equation 6.8. Component classification is performed by a neural network clas-
sifier using GSC features. Dictionary lookup is performed using a lexicon of 4,291 words, and
Levenshtien edit distance.

While exhaustive search through a lattice (Procedure 8) is exponential in time complexity, we
find that the system takes an average of 3 seconds to recognize each word. The test machine has
a single core AMD Athlon 3.8Ghz processor with 512MB RAM. For each decision to segment a
character using BAG, an average of 7 consonant-descender or conjunct hypotheses are generated.
The number of words actually requiring segmentation is 1,573, but segmentation was performed
in 5,173 words. Empirical analysis shows that the correct consonant is always selected despite the
tendency to over-segment characters. The best results are obtained using the SFSA with character
bigrams and classifier scores: top-choice accuracy of 75%, top-5 choice accuracy of 87%, and
top-20 accuracy of 87%.

The performance of recognition driven BAG approach is consistent across different types of
documents. Figure 7.3 shows a plot of accuracy across different documents. The top-5 accuracy

of recognition driven BAG ranges from 72% to a high of 90%, while its top-1 choice accuracy is
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Figure 7.3: Word accuracy on different documents (a,b): Using the recognition driven segmenta-
tion approach, (c): Using the segmentation driven approach. The accuracy of segmentation driven
approach varies widely across different documents, while the recognition driven segmentation ap-
proach provides more consistent accuracy

in the range of 62% to 85%. In comparison, top-1 accuracy of the segmentation driven approach
varies widely: 39% to 75%. The segmentation driven approach does not provide multiple word
results.

A comparison of our word recognition results with previously reported accuracies is given in
table 7.5. Our implementation of a segmentation driven recognizer achieves a word recognition
rate of upto 74% on some documents. This is comparable with accuracies in some single-font
recognition techniques. However, the technique does not scale when applied to documents with
different fonts, and we get a low accuracy of 53% on multi-font documents. The recognition driven
BAG approach performs more favorably. While the top-1 choice accuracy is lower at 75%, the top-

5 accuracy of 87% beats all methods except one. The performance improvement is significant and

we are able to perform consistently across multiple font types.
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Using classifier confidence (Equation 6.9) Without classifier confidence(Equation 6.8)
Script writing | Alphabet bigram | Character bigram-1 | Character bigram-2 Character trigram
1 13.25 275 | 52.84 1.48 70.17 1.12 68.88 1.18 69.96 1.29
2 3698 1.82 | 62.52 1.10 76.45 0.85 75.75 0.88 77.80 0.95
3 51.10 1.48 | 69.05 0.92 77.90 0.76 77.42 0.78 79.68 0.85

5 6529 099 | 73.47 0.76 79.60 0.67 79.28 0.69 80.48 0.78
10 7478 0.71 | 77.18 0.64 80.38 0.61 80.33 0.61 80.69 0.72
15 77.07 0.63 | 78.33 0.59 80.55 0.59 80.52 0.59 80.71 0.70
20 78.17 0.59 | 78.75 0.57 80.64 0.58 80.61 0.58 80.71 0.69

(a) Results without dictionary lookup

Top-N Using classifier confidence (Equation 6.9) Without classifier confidence(Equation 6.8)
Script writing | Alphabet bigram | Character bigram-1 | Character bigram-2 Character trigram
1 3299 234 | 61.20 1.46 74.71 1.09 73.33 1.15 74.93 1.11
2 6142 137 | 73.26 1.01 81.08 0.77 80.24 0.81 81.54 0.80
3 67.74 1.08 | 77.15 0.84 82.98 0.66 82.41 0.68 83.32 0.71
5 79.80 0.70 | 81.14 0.67 85.13 0.56 84.74 0.58 84.38 0.64
10 84.85 0.51 | 84.59 0.53 86.41 0.49 86.32 0.49 85.16 0.59
15 86.67 0.44 | 8599 047 86.86 0.46 86.78 0.46 85.50 0.57
20 87.32 042 | 86.87 0.43 87.10 0.45 87.06 0.45 85.63 0.56

(b) Results with dictionary lookup

Table 7.4: Accuracy and average string edit distance using different n-gram models. The test set
has 10,606 words

_ . Accuracy
OCR Type Font restriction, Classifier Character | Word
Single font, component classifier [6] 93% 67%
Two font, component classifier [64] 80% 87%
Segmentation driven OCR | Two font, character classifier [18] 90% 91%

Single-font, component classifier (Chapter 3) 84% 74%
Multi-font, component classifier (Chapter 3) 84% 53%
Multi-font, top-1 (Chapters 5, 6) 96% 75%
Multi-font, top-20 (Chapters 5, 6) 96% 87%

Recognition driven OCR

Table 7.5: Comparison of Recognition Results
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Chapter 8

Conclusions

8.1 Summary

This thesis addresses the problem of multi-font Devanagari OCR. We have designed a novel BAG-
based segmentation technique to accommodate characters which may be fused along non-linear
boundaries. By using the BAG, we also design algorithms to correct aberrations like noisy char-
acter contours or disconnected joints in characters. This is accomplished by taking advantage of
the BAG data structure. The BAG is constructed by grouping pixels of a word image into logical
blocks, and edges are added to represent connectivity of the blocks. We show that the resulting
data structure can provide a higher-lever model of characters and can be used to perform image
recognition operations that cannot be easily supported by other representations.

Motivated by the success of recognition driven segmentation in Latin and CJK OCR, we have
developed a recognition framework that can selectively segment characters in a Devanagari word.
We retain multiple segmentation hypotheses in the form of component class labels and scores
returned by a classifier. We use script writing grammar to encode rules that govern the formation
of Devanagari characters. We design an SFSA framework that can combine component results

with script writing grammar and ngram language models to construct a list of word results and
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scores. We take advantage of the syllabic-alphabetic nature of Devanagari script where one can
use alphabets or orthographic syllables (characters) as the units for ngram modeling.

Font information is not used at any stage in image analysis, and our recognizer requires only
the word image as input. This contrasts with prior approaches which use structural information
gathered from lines or paragraphs of text to carry out image analysis operations. We incorporate
one such segmentation-driven design to construct a baseline system and show that paragraph-
based, or even line-based structural features are unreliable for Devanagari OCR.

Word accuracies achieved on multi-font documents are 75% top-choice accuracy and 87% top-
10 choice accuracy (Table 7.5). In comparison with segmentation driven techniques, our recognizer
performs more consistently across different documents (Figure 7.3). These results are a significant
improvement over previous attempts on Devanagari OCR [6, 18, 64]. Publicly accessible datasets
and annotation tools have been developed as part of this work. For the first time, a Devanagari
recognition engine has been made available online'.

The system is being integrated with Document Image Analysis (DIA) tools like text-image sep-
aration, line/word detection [38] to develop a complete OCR solution. Because our methodology

needs only the word image, it can be easily integrated with off-the-shelf DIA tools.

8.2 Contributions

This dissertation contributes to the field of optical character recognition in the following areas:

e Novel character enhancement and segmentation using Block Adjacency Graphs (BAG): Char-
acters have natural joints and holes of different sizes, which contribute to their distinct
shapes. Traditional image representation and enhancement algorithms are not capable of
modeling such structures and often distort the character shape. We adopt a BAG representa-

tion to model such natural structures. Previously, it has been shown that BAGs can be used

IThe OCR is located at: http://phoebe.cedar.buffalo.edu/ocr/
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to extract higher level features from word images and assist in holistic recognition [106].
We design algorithms which can use the BAG structure to enhance character contours while
preventing changes to salient character structures. We design a BAG-based method to di-
vide characters at natural breaks or joints and perform character segmentation at non-linear

boundaries in at least two directions.

e Recognition driven segmentation for Devanagari OCR: By corpus analysis, we determine
that 88% of Devanagari text is composed of characters which map to single alphabets, while
the remaining 12% contain characters which are a formed by fusing one or more alphabets.
We design a recognition driven segmentation methodology that can selectively determine
the appropriate segmentation for each character. We achieve the following accuracies for
character recognition: (i) 97% accuracy in characters having only one component, (i1) 98%
top-5 choice accuracy for characters composed of vertically fused components, and (iii)
92% accuracy for characters composed of horizontally fused components. The design uses
linguistic models to prune segmentation results and is robust to font variations. Previous
approaches in literature have used a dissection based segmentation for Devanagari OCR

with limited success in single font systems.

e [Integrating Devanagari script writing grammar and linguistic constraints into a single stochas-
tic framework: Previous approaches in Devanagari OCR have used script writing grammar,
classifier scores and n-grams in separate units. By using a stochastic finite state automata
(SFSA), we show that these can be combined into a single framework. We show that by intro-
ducing emission states in the transitions of SFSA, one can model Devanagari script writing
grammar constraints, particularly cases where multiple components combine into a single
linguistic unit. We take advantage of the syllabic alphabetic nature of Devanagari script and
design ngram models where the units are orthographic syllables, which may be composed

of one or more alphabets. By using an SFSA model, we obtain 75% top choice and 85%
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top-5 choice word accuracy on a publicly available multi-font dataset. These results are a

significant improvement over previous methods.

e Devanagari data collection: While Latin and CJK data resources and baseline systems were
readily available from the early days of OCR research, similar data sets have not been in-
troduced for Devanagari OCR. As part of the dissertation work, tools have been designed to

enable semi-automated collection of Devanagari image data sets.

The most important facet of this work is that a real-time, web-based OCR has been designed

which can accept Devanagari word images and output recognition results in an XML format.

8.3 Future Work

8.3.1 Recognition Driven Segmentation

The system cannot segment certain types of characters that are formed by adding small modifiers
to the consonant, E.g.: ¥ % U are formed by adding a small stroke to the consonants T % 1. One
approach to handle these characters is to treat them as additional classes in the consonant/vowel
classifier. However, these characters occur only in 0.23% of the text, and sufficient samples cannot
be obtained. Conjunct-descenders which contain fusion of three or more components are also not
handled by our segmentation algorithm, E.g.: ¥ &J. These type of characters also amount to a

very small percentage of Devanagari text (0.24% in ILT, and 0.33% in EMILLE).

8.3.2 Pruning Top-n Word Choices

While our top-1 choice accuracy compares well with prior Devanagari OCR approaches, the top-10
choice results can be enhanced using word or sentence leve language models. The design of such
language models is an interesting and challenging pattern recognition problem [80]. Our OCR

solution provides a useful starting point for such models.
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8.3.3 Applying the OCR to Other Languages

While we have used Hindi as the language for our current implementation, the OCR can be directly
extended to other syllabic-alphabetic languages like Sanskrit or Marathi which use Devanagari.
Extending the OCR to such languages involves extracting the syllable frequencies using a corpus
of the respective language. Modifications to the SFSA structure may be needed to accommodate

changes if any, in the script writing grammar.
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Appendix A

Theoretical Relation of Scripts and Sounds

In this chapter, we present definitions and concepts relevant to our research. These concepts are
from the domain of phonology and orthography, and explain the relation between scripts and their
sounds [25, 37]. Language is the mode of communication that we refer to as English, French,
Spanish, Hindi, Sanskrit, Chinese etc. These languages may be spoken, and the sounds of a lan-
guage is what we call speech. Languages are written to communicate by vision and the set of
written symbols constitute the script. For several languages, speech was the first and most domi-
nant mode of communication. Most scripts have been developed to represent the underlying sounds
of a language, and not the other way round [24]. Psychological experiments like the Stroop test

(Figure 1.4) show that humans use auditory models to read text [10, 90, 93].

A.1 Articulation: The Generation of Sounds

Speech is caused by a process called articulation: Airflow from the lungs is modified in the throat,
nose, and mouth. The primary articulatory organs in the throat are the vocal cords (Also called
vocal fold). While producing certain sounds, the vocal cords open, letting air pass through the

glottis. Such sounds are called un-voiced sounds, e.g. Sound corresponding to the ss in “hiss”.
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When the vocal cords are closed or have only a small gap, a vibrating effect is created. Such
sounds are called voiced sounds, an example being the zz in “buzz”. The nasal cavity is separated
from the mouth by a small flap called the velum or soft palate. When the velum or soft palate opens
during speech, air passes through both the nose and mouth. Sounds generated by such airflow are
called nasal sounds, e.g.: The ai in “pain”. When the velum is closed, sound is generated only
from the mouth and is called non-nasal.

The terms voiced, un-voiced, nasal, or non-nasal indicate how the throat and nose is involved
in generating a sound. These terms can be refereed to as properties of sound. By specifying the
complete set of attributes, one can state the precise generation of a sound. Only two organs which
contribute to four attributes have been described so far - there are many auditory organs in the
mouth, which give rise to several other attributes.

In the mouth, sound is produced by two types of organs: Passive articulators - organs which
do not move (upper lip, teeth, roof of the mouth and pharynx), and Active articulators - organs
that move (lower lip, tongue). Different sounds are created by moving one of the active articula-
tors to one of the passive articulators. The organs in mouth allow for two attributes: Manner of
articulation, depending on how far the active and passive articulators are when generating a sound,
and place of articulation which is based on which passive and active articulators are involved. The

place of articulations are listed in table A.1. The manner of articulations are:

e Stop The active articulator completely presses against the passive articulator, leaving no gap
for air to pass through. Air is then released suddenly by lowering the active articulator, e.g.:

pu in the “push”.

e Affricate Similar to the stop, but the active articulator is lowered very little, giving only a

narrow channel for the passage of air e.g.: ch in “churn”.

e Fricative Articulators are close to each other, but air is not stopped completely, we get frica-

tives, e.g. the ze in “zebra”.
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Place of articulation Active articulator Passive articulator Example
bilabial lower lip upper lip punch
labio-dental Lower lip upper teeth water
dental tip of the tongue upper teeth thirsty
alveolar tip of the tongue alveolar ridge large
retroflex tip of the tongue (curled) area behind alveolar ridge trigger
palato-alveolar blade of the tongue area behind alveolar ridge shake
palatal back of the tongue hard palate yak
velar back of the tongue velum good
uvular* tongue back uvula (French) Paris
pharyngeal* tongue root pharynx wall

glottal vocal cords vocal cords hare

Table A.1: Place of articulation. *These dont exist in English

e Glide Articulators are wide apart and but air flow is completely unhindered, e.g. the ya in

‘4yak9’.

e Liquid Articulators are in a position that would neither be considered a fricative or a glide.

6699
T

These are typically the “l” and “r” sounds.

e Vowel Glides which form complete syllables. Syllables will be discussed in the next section.

A.2 Phonological Syllable

The basic unit of sound is called a phone - it is an audible entity that the human brain can process.
Each phone is generated from one of the organs discussed in the previous section. Natural speech
is not a disconnected sequence of phones, but a continuous process called co-articulation: The
sound of one phone affects the sound of its neighboring phone. However, the co-articulation effect
is often seen to begin and end at “syllables”, and groups of sounds/phones can be identified as
separate units.

The syllable may be treated as consisting of an onset, a nucleus and a coda, arranged in the

representation shown in figure A.1. The onset and coda can be a combination of one or more
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consonants, and the nucleus is composed of a vowel sound. The Onset and coda are optional parts

of a syllable, whereas the nucleus is a required aspect of each syllable.

Syllable (O)

Onset (0) Rhyme (R)

Mucleus (N) Coda (C)

Figure A.1: Syllable structure

A.3 Orthography

As originally shown in [24], scripts used to write languages are broadly classified into two groups:
phonological scripts, and non-phonological scripts. In non-phonological scripts, each symbol rep-
resents a physical real world concept, For e.g: Egyptian hieroglyphics and Chinese. In phonologi-
cal scripts, each symbol represents a sound unit. When multiple symbols are placed in sequence, it
indicate a sound sequence formed by combining individual sounds of each symbol. Each written
symbol sequence and corresponding sound sequence represent real life concept.

Phonological scripts are further classified using the concept of Orthographic Depth (OD), a
term used to explain how each written symbol corresponds to the underlying sound [91]. In some
scripts, each symbol maps to a different sound based on the surrounding symbols, an example is
English: The symbol w has different pronunciation in water and owl. These scripts are said to
have deep orthography. In other scripts, the mapping between a written symbol and a sound unit
does not vary with context. Such scripts are referred to have Shallow Orthography or Shallow
Orthographic Depth. However, OD is not dependant only on the script, it is also dependant on the

language. When Latin is used to write English, pronunciation of characters change and it has deep
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OD. However, when used to write French, it has shallow OD.

| Phonologic scripts

% ] '
Syllabic |5-,rllabic—AIphab-etic| Alphabetic
.
Katakana Devanagari, s T 3
Oriya, Thai, Regular Consonantal Mon-regular
Burmese -
Spanish, Arabic, Latin
Finnish Hebrew

Figure A.2: Different types of phonological scripts

Scripts are further classified by combining orthographic depth and the type of sound units
represented by each written symbol [24] (Figure A.2). At one end of the classification are syllabic
scripts where each written symbol represents a syllable (Japanese). At the other end are non-
regular alphabetic scripts like Latin, where the pronunciation can change with context. Devanagari

falls under a class of scripts which are called syllabic-alphabetic.

A.3.1 The Orthographic Syllable in Devanagari

Devanagari has a set of symbols, which are called alphabets or glyphs in orthographic terminol-
ogy (Figure 1.1). Each alphabet has a specific pronunciation. When used to write Sanskrit, the
pronunciation never changes, giving it shallow OD. When Devanagari is used to write Hindi, the
pronunciation of symbols can change at certain locations like the anuswara (Dot: ).

The characteristic feature of Devanagari (and other syllabic-alphabetic scripts) is the forma-
tion of an Orthographic Syllable by combining one or more alphabets (Chapter 2 [91]). Given
a Devanagari word, orthographic syllables can be identified by placing boundaries at the end of
symbols which indicate a vowel sound. For example, in the word HT (varmaa), there is a vowel

sound immediately after @ (va) and before the HT (rmaa). There are two orthographic syllables in
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the word: & and #T.

As observed in [91], “The Devanagari orthographic syllable is not isomorphic with the phono-
logic syllable”, for e.g.: In the Devanagari word AT the pronunciation of the orthographic syl-
lables (T |T) is different from the phonological syllable (var and maa). The difference between
orthographic syllable and the phonological syllable in Devanagari often occurs at the coda - The
coda of a phonological syllable is sometimes written as a part of the following orthographic sylla-
ble.

The relation of orthographic and phonological syllables can be summarized as follows:

e If the orthographic syllables and phonological syllables of a word are listed in sequence, the
nucleus of each phonological syllable would correspond to the vowel sound in the corre-

sponding orthographic syllable.

e The difference between the orthographic syllable and the phonological syllable is often only

at the coda.

A.4 Phonological Studies in Hindi

This section discusses constraints on sequences of consonants as presented by Ohala [70]. The
phonological study includes experiments which examined if a native Hindi speaker would accept
or reject words corresponding to different consonant sequences. The sequential constraints verified
in this work provide an example of how certain consonants can be limited by using the phonetic
properties of their neighbors. Some of the constraints outlined by Ohala have been summarized

below:
1. The consonant @ does not occur as a conjunct.

2. Two stops of the same kind will not co-occur, until and and unless the conjunct is a geminate,

Eg.. ¥ |.
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10.

11.

12.

13.

14.

. Breathy voiced consonants® 9 &, & @ @ ¥ ¥ % { do not occur in a sequence. Affricates,

aspirates or breathy voiced stops will not occur before or after an affricate.

. In a conjunct having two stops, if the second stop is breathy-voiced, the first one should be

voiced.

. If aconsonant is [+long] (the same consonant voice repeated, like rra), the preceding segment

must be a [-long] (single consonant sound) and the following segment must be a vowel.

. In conjuncts that occur at the start or end of a word, if the first part is a glide then stops,

nasals or fricatives cannot occur as the second part.

. In conjuncts that that occur at the start or end of a word, if both the first and second consonant

in the conjunct is a stop or a fricative, then these must agree in voicing.

. In the middle or end of a word, fricatives do not occur before breathy voiced consonants.

If a conjunct having a nasal followed by a stop occurs at the middle or end of a word, the
nasal will be homoorganic with the stop. Two sounds are homoorganic when the same active
organ is used for both sounds. In our example, this would mean that if the stop is a velar, the

preceding nasal would also be a velar.

After a palatal nasal, the following segment should be a palatal consonant.

After S or T, the following must be a velar or retroflex stop.

If the segment before a palatal consonant is a nasal, it must be a bilabial or palatal nasal.

Hindi does not contain stop followed by the the consonant sound ya followed by a front

vowel sound f&r, F4T etc.

= does not occur initially and finally in a conjunct.
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15.

16.

17.

18.

19.

20.

21.

22.

23.

24.

25.

26.

27.

28.

29.

30.

At the start and end of a word, after a &, only vowels occur.

If the first part of a consonant is a stop, the second part cannot be a stop or a nasal.

If the second part of a two-consonant cluster is a fricative, it must be a ¥ and it must be

preceded by .

If the first part of a conjunct is a nasal, then the second part cannot be a stop, fricative or

nasal.

%k does not occur at the start of a word.

Only a vowel can occur before §.

Only a vowel can occur before or after %.

In a conjunct, if the first part is a fricative and the second one is a stop, the fricative has to be

q.

If in a conjunct, the second part is a I, the first part can only be 7.

If the second part of a conjunct is a liquid, the first part cannot be an affricate, or an aspirate.

If the first part of a conjunct is &, the second part must be a T.

If the first part of a conjunct is =T, the second part cannot be .

Glides do not occur before aspirates or breathy voiced stops.

Fricatives do not occur before breathy voiced stops, aspirates or affricates.

Nasals do not occur after breathy voiced stops, and stops that do occur after them must be

voiceless.

Glides do not occur after affricates.
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31.

32.

33.

34.

35.

36.

37.

38.

39.

40.

41.

42.

43.

44.

45.

If in a two consonant cluster, if the first part if a €, the second part cannot be a fricative ¥ I

{ gor a stop.
Retroflex segments or affricates do not occur after &.

If the second part of a consonant cluster is a &, the second part cannot be aspirated or breathy-

voiced.

If the first part of a consonant cluster is a & or T, the second consonant cannot be a glide.
T does not occur before or after retroflex glides.

Voiced fricative I occurs only after voiced segments.

Retroflex segments, voiced stops, liquids, and nasals do not occur after .

Retroflexes, fricatives, or liquids do not occur before .

T does not occur before bilabials.

Fricatives and retroflexes do not occur after ST, and if the consonant following ST is a glide,

it must be 8.
Bilabials do not occur before %, and if the segment before % is a stop, it must be voiceless.
Retroflexes or I should not occur after =.

The breathy voiced affricates (= and &) do not occur as the first part of a consonant cluster.

They will occur as the second part of a cluster only if the first part if a homoorganic nasal.
% does not occur as the first part of a conjunct.

In a conjunct having two stops one after the other, velars and bilabials do not occur as the

second consonant.
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46. Fricatives and stops do not occur after breathy voiced consonants.

47. In a conjunct, if the first part is a non-nasal retroflex, the second part can only be ¥.
48. After |, only glides occur.

49. & does not occur as the first part of a conjunct.

50. Only liquids or nasals occur before §.

51. Liquids do not occur after =T.

The constraints outlined in this section are applicable at specific locations within Hindi words:
Constraints 1 through 15 are applicable to all consonant sequences, 16 through 26 are applicable
to consonant sequences at the start of a word, 27 through 42 are applicable to consonant sequences

in the middle of a word, 43 through 51 are for consonant sequences at the end of a word.
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Appendix B

Manual for “ILT Indic Digital Library
Toolkit”

The ILT! Indic Digital Library (IDL) toolkit, also called Aakalan, provides multi-lingual text entry
and document image analysis (DIA) functions. The current version supports Devanagari Truth
entry and script analysis.

The tool is distributed for windows and Linux. When presented on a CD, the tool, and all
sample files are present in a directory named truthingtool. In case of a download, you will receive
a single zip file, which contains the truthingtool directory. The first level of directory structure is

shown below:

bin/ Executable scripts.
docs/ Documentation for the tool
libs/ *“jar” files needed for the system
samples/ Sample files, and the truth data set

TrainingData/ Images of query results are stored here

The tool may be launched by executable scripts located in “bin/jarRun.bat” for Windows and

TURL: http://www.cedar.buffalo.edu/ilt/
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“bin/jarRun” for Linux/Unix based systems. Once launched, you will see a window with two
options (Figure B.1). The tool has a single window in which multiple interfaces can be opened at

the same time. Note: All windows will be closed if you close the main window.

=+ Aakalan - A Truthing and Scrpt Analysis Tool
Exit Help

Truthing

Dev Script Analysis
Multi- Lingual Translation
Expt

Figure B.1: Main window options

B.1 Truthing Interface

This version is distributed with the Devanagari truthing interface (Figure B.4), which may be

opened by using the Interface: Truthing option from the Main window (Figure B.1).

B.1.1 Menu Options

Following options are provided by the truthing interface menu (Figure B.2):

File: Open: Image allows users to open an image. The image should be 300dpi gray-scale

in tff (tif), jpeg (jpg), gif, or png format. The tool performs text block identification and word

lication. {CEDAR; | [] Devanagan Trathing Appl

Figure B.2: Truthing Interface Menu: (a) File Options and (b) Image Options
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separation on the document. Word images are displayed in the image window (Figure B.4a).
Users enter word truth by using transliteration (Figure B.4b) or GUI keyboard (Figure B.4c).

File: Open: Truth File displays a dialog to open a truth file. The truth file has an extension of
imageName.rruth.xml, where imageName is the image corresponding to the truth file. DTD for
the truth file is located in the “samples” directory.

File: Save displays a dialog to select a file to store the truth. The extension of the selected file
should be truth.xml.

File: Exit closes the current window. If other windows are open in the main interface, they will

not be affected. Note that data in the window is not saved automatically during exiting.

Image: Rotate opens a dialog to rotate the image in a clockwise direction. The angle mentioned
in the interface is in degrees. Word boundaries are adjusted after rotating the image.

Image: Magnify magnifies the image to different levels.

B.1.2 Truthing Interface Tool bar Options

The tool bar (Figure B.4e) provides three utilities: The first (save) button is functionally similar to
the File: Save menu. The second button is used to delete spurious characters and artifacts that are

erroneously segmented as words. The third (exit) button is similar to the File: Exit menu option.

B.1.3 Image Panel

This holds the display for document images. Word boundaries are usually indicated by blue-
colored demarcators. The word being truthed has a red colored boundary. Word bounds may be
altered by using the left mouse button to select and drag word boundaries. Hovering the mouse
over a word boundary displays word number and other optional information.

To create new words, users draw a rectangular region in the image panel with the left mouse

122



[] Truthing and character analysis Interface

Open Trsth File
Save

Error Entry

Exit

W]

Figure B.3: Menu Options in the Devanagari Script Analysis Interface

button. The system computes a word number for the selected bounds, but in case it fails to deter-

mine reading order, the user is prompted to enter a word number.

B.1.4 Transliteration Panel

The transliteration panel (Figure B.4b) is a text editor with features to enable phonetic entry of
Indic scripts. Indic script text may be entered using Latin phonetic equivalents. Clipboard features
of cut (control-x), copy (control-c), and paste (control-v) are implemented into the system. As one
browses through words in the transliteration window, the image and truth panels are updated to

show corresponding words.

B.2 Devanagari Script Analysis Interface

The option Interface: Dev Script Analysis from the Main Window (Figure B.1) opens a Devanagari

script analysis interface. It has controls to examine truth files and extract component images.

B.2.1 Menu Options

The File: Open Truth File shows a dialog to select a truth file. Truth files have the extension
“truth.xml”.

The File: Save menu is similar in operation to the File: Save option in the Truthing Interface

(Section B.1.1).
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File: Error Entry opens a dialog to submit an error. Fields are available to enter line and word
location of the error within a document. Text panes allow users to enter a brief explanation and the
java stack trace. Errors are usually indicated by exceptions on the command prompt in Unix/Linux
systems, or the debug window of jre in Windows. All fields of the error report creator (Figure B.9)
are optional, though detailed information is desired to effectively deal with an error.

File: Exit option closes the interface.

B.2.2 Truthing Control

The truthing controls in this interface (Figure B.6) are functionally similar to elements of the
Truthing Interface except that images cannot be opened: only existing truth files can be modified.

The interface was designed primarily to view word truth and correct it if necessary.

B.2.3 Devanagari Script Analysis

Tab C (Figure B.7) displays Devanagari Script Analysis controls, which provide a tree view of
the entire document. When users click on a word node, the underlying truth is parsed to generate
different components and their truth (Figure B.7a, b, ¢). The tree view shows a word divided
first into characters, then alphabets and components. This hierarchical division assists in empirical

analysis of algorithms that segment words into characters and components.

B.2.4 Query Panel

The query panel allows users to extract different components from truth files. Image processing
techniques are used to segment a word into its’ semantic parts (components). The rules of Devana-
gari orthography allow us to predict where these components occur and how they fuse to build a
character. Combining image processing techniques with rules of Devanagari orthography, words

and word parts are extracted with varying levels of detail.
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Option Description Examples

Combo Box To select the text element level Componentka® : & & &
Alphabetka® : & & &
Character kaa &T : T

Word kyaari FITIC : FIT(C

Substr Option used to select substrings Querying for words with a ka &  gives:
FILA Hdl wH TN

Half Char Option to select character half-forms | Querying for characters with half-ka ¥ gives:
T

Compnd Qry This is the button used to query
for compound characters

Table B.1: Query options: Examples are results of queries executed over the domain ®TTT FHaT

FH FHTC

Possible query options and their utility is described in Table B.1. For special vowels like T, T,
and ¥, user needs to enter respective transliteration and select the half-character option. Queries
for vowel modifiers T(aa) f‘\(i)'T(ii) h (e) B (ai)\l'(oﬁ‘(au)a(u)e(uu) are entered using the GUI keyboard.

The upper parts of f(i) and T(ii) are obtained by selecting the option “half-char” from the keyboard.

B.3 Multi-Lingual Translation Interface

The Multi-Lingual Translation Interface is opened using the Interface: Multi-Lingual Translation
option. The interface provides controls to view and annotate documents in Arabic, Devanagari,

English and Telugu.

B.3.1 Menu Options

The File menu has following menu options:
File: New Translation blanks out the three text windows and sets up the Transliteration window

(Figure B.12(I)) for user input.
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Figure B.4: Empty truthing tool: (a) Image Panel, (b) Transliteration Panel, (c) GUI Keyboard, (d)
Truth Panel, () Tool bar and Menu options

Emﬂm.mﬁmﬁaﬂm
) e ST 8 ) o A

Figure B.5: Truthing interface: Please refer to Figure B.4 for legend. Red outline is for the word
being truthed.
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Figure B.6: Devanagari Script Analysis, Truthing Interface: (f) Thumbnail panel, (g) Tool bar, and
(h) Tab pane; W: Word level truth, C: Character level truth, and Q: Query Panel.
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Figure B.7: Devanagari Script Analysis, Segmentation Analysis: (a) Images of the word and its’
components, (c) Word and component truth, (d) Tree layout of the truth.
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Figure B.8: Devanagari Script Analysis, Query Panel: The display shows a query for the compo-
nent “ka” & : (a) Query transliteration input, (b) Query display, and (c) Query options
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File: Open: Translation File opens a file selection dialog to select a readable translation file.
Translation files have an extension of translation.xml. On opening the translation file, the Translit-
eration input, Annotation window and Script window are initialized with data read from the file,
(Figure B.12(I, II, IIT)) and readied for user input.

File: Open: Truth File opens a file selection dialog to select a readable truth file. Truth files
have an extension of truth.xml, and are associated with image information. Such files may be
opened in read-only mode?. On opening the truth file, the Transliteration input, Annotation window
and Script window are initialized with data read from the file, (Figure B.12(I, II, and III)) but user
input is disabled.

File: Save As: Translation File Opens a file selection dialog to save the displayed text as a
translation file.

File: Save As: Html File Opens a file selection dialog to save the displayed text as a HTML
file. Text in different scripts is represented using Unicode-encoded HTML, and Javascript is used

to display annotations.

B.3.2 Text Controls

Text controls for the translation interface are shown in Figure B.12. The language of selected text
in the transliteration window (Figure B.12(I)) may be altered using the language control (Figure
B.11(a)). For ex: When “Devanagari” is selected, highlighted transliteration is parsed according to
Devanagari transliteration rules and corresponding locations in the annotation and script windows
(Figure B.12(II, III)) are updated.

The script type control (Figure B.11(b)) allows users to select regions for annotation - Script:
This text is associated with translation/annotation and is highlighted in pink color (Figure B.12(a,

f, 1)). Annotation: When this option is selected, highlighted text is assigned as annotation for the

ZNote for developers: This behavior should probably be modified since truth file data might need to be modified
and written into translation files.
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preceding Script (text with pink background). Translations/annotations are identified by a light-

blue background (Figure B.12(b, g)). Text: Section of the script that is not associated with any

annotation/translation. This type of text has a white/transparent background (Figure B.12(e, h)).
The translation file howto3.translation.xml in the translation samples provides an example to

examine the features of this interface.
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—= Error Report Creator

RunTime Usage Issue

lir{s): -
writa Description here

Insert |ava Stack Trace Here

Jscratch)dial release)ece libs/gaband 14 4 truth xmd

&)
(k)
€} wardis) -

(d

fe)

Cancel Done |

Figure B.9: Error Report Creator: (a) Error Type, (b) Truth File Name, (c) Line and Word Number,

(d) Error Description, and (f) Stack Trace.

=™ Aakalan - A Truthing and Scrpt Analysis Tool

Exit Help

Interface

Translation Interface

MNew Translation

| — I J
Translation File
¥ Truth File

Save As
Exit
L3 ]

=™ Aakalan - A Truthing and Script Analysis Tool
Exit Help

Interface

Translation Interface :

MNew Translation
Open

|v||TE)(T_ |v|

Translation
Html

Figure B.10: Menu Options for the Multi-Lingual Translation Interface

Interface Exit Help

Translation Interface

Interface Exit Help

Translation Interface

File File
E‘k E . DE““aga"" w | Text “'| E;é E . |Devanagari| v‘TextI |v|
P Devanagari y Text
3 [Telugu | b Script (b)
: English (a) :
Arahic

Figure B.11: Text Controls for the Multi-Lingual Translation Interface
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Interface Exit Help

—
] Translation Interface
File

Ad]
[1 ™ . |Dwananui]v|hex1 |v|

You may copy and paste text using this tool. -
|Please follow the instructions: ()

(hindl telugu English ¢ 3r&e ?

ERT

S words 6

oo W

hindl paste the previous script between 1 and 2 ~{|hindl paste the previous script be
telugu paste the previous script between 3 and 4 |telugu paste the previous script b
English paste the previous script between 5 and 6. : :

(a) (b} : English paste the previous script
1 akShar 2 o | (f . (g)
3 akSharaalu 4 ' § HFT
S words 6 Ce) EEE G )

|5 words 6

You should see:
1 hindl akShar 2 | |You should see:
3 telugu akSharaalu 4 RGO

5 English words 6

Figure B.12: Multi-Lingual Translation Interface: Multi-Lingual Translation Interface: (I)
Transliteration window to enter transliterated English text for scripts, (II) Annotation window to
view parsed text along with annotation, (IIl) Script window displays transliterated text without the
associated annotations. (IV) GUI keyboard for text entry, (V) Text controls and tool bar. (a) Text
to which annotation has been added, (b) Annotation for pink colored region, (c) Text without any
annotation, (f,i,g,h) Corresponding parsed text.
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