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ABSTRACT

Most of the success commercial systems have achieved in the field of handwriting recog-
nition has been in tracking the on-line problem. Handwriting recogniton from off-line text
(static images) has been found to be a harder problem as it lacks temporal information
(trajectory of the pen-tip) which has proven to be extremely useful in text recognition.
This paper presents a methodology for obtaining temporal information from static images
of handwritten text to be used as features for word recognition. A rule based algorithm has
been implemented to extract the sequence of strokes that constitute a handwritten word.
The method has been successfully tested on several cursive word images.
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1. INTRODUCTION

The problem of cursive script recognition has attracted considerable interest in the field of
character recognition for several decades. The problem has been approached from two
fronts: on-line and off-line. On-line approaches use temporal information that is captured
by an electronic tablet. The advantage of such information is that it encodes the ordering
of strokes which constitute a word. Such information proves to be valuable in segmenting
a word into its constituent characters. On the other hand, the off-line approach has been
popular in areas of office automation where data is primarily off-line. The main difficulty
associated with the off-line application is the segmentation of a word into its constituent
characters.

Research in this paper is motivated by the need for an integrated system where the
off-line and on-line techniques can be interchangeably applied independent of the data
capture process. Such a unified approach is possible only if the data representation in both
the on-line and off-line writing is the same. Since the on-line data representation has
inherent advantages, it will be useful to transform the off-line data into "on-line type”
representation. The constraints governing human hand movements can be exploited to
achieve this goal. Although people have different writing styles, the basic hand move-
ments for writing the various English-characters are the same. For instance, one rule
observed by all writers is that the loops in cursively written characters are made by a
counterclockwise movement of the hand --- a natural consequence of writing from the left
margin of the page to the right.

We have successfully implemented a methodology that extracts the temporal in-
formation from "off-line" text. Input to the system is a static image of a previously written
word. Output of the system is an ordered sequence of primitives. The system works on
skeletons of cursively written words obtained by thinning procedures. A primitive is de-
fined as a part of stroke between two feature points. A stroke is defined as the trajectory
of the pen-tip from the moment it touches the paper (pen-down) to the moment it is lifted
off the paper (pen-up). Feature points will be defined in section 4 as significant points
within a stroke.

Section 2 describes the temporal information that can be extracted from "off-line"
text. Section 3 describes the strategy of our approach. The details of preprocessing, ex-
traction of temporal information and word recognition are discussed in Section 4, 5 and 6

respectively. Section 7 describes some experimental results.




2.. ON-LINE INFORMATION

An on-line input device such as a tablet, provides the following temporal
information:

(1) Number of strokes;

(2) Order of strokes;

(3) Ordered sequence of coordinate points;

(4) Writing speed.

However, it is impossible to extract all of the above information from off-line text.
For example, a cursively written "atlanta" would have three strokes (Figure 15). The first
stroke forms the main body of the word while the two cross-bars on the "t"s form the
second and the third stroke. The order in which the two "t"s are crossed can be captured by
on-line devices atlhough it is not possible to ascertain the order of the strokes from the
static image. What is possible, is the extraction of the order of the various coordinate
points within each stroke. At first this may appear to be a trivial task. Consider the same
example of Figure 15. The starting position of the pen’s trajectory is not evident from the
script. Moreover, it is not apparent in which direction the pen moved (clockwise or coun-
terclockwise) while generating the loops in "1" and "a".

There is another difference between the representation of the strokes that are ob-
tained from on-line devices and the representation that can be possibly extracted from
off-line text. Typically a tablet has a resolution of 200 points/in, and a sampling rate of 100
points/s. Therefore not all points in the trajectory of the pen-tip are sampled by an on-line
device. Also, the faster the writing speed is, fewer are the points obtained. In fact, the
distribution of points in the trajectory is non-uniform and is a function of the speed of the
pen. However, when processing static images of text the distribution of points on a stroke
is a function of the resolution of the digitizer. In some sense, the off-line data is similar to
that obtained from an on-line device with a sampling rate higher than the wriitng speed of
the author.

3. STRATEGY

While forming characters of the English alphabet in a cursive word the pen-tip
loops around, causing certain parts of the stroke to intersect with other parts of the stroke.
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Moreover, the pen-tip can also retrace its trajectory, thus repeating certain parts of the
stroke. If the word were written without any loops and retracing, ordering of the coordinate
points would simply amount to following a stroke from the starting point (left section of
the word) to the terminal point (right section of the word). However, there are hardly any
words in the English language which do not call for loops and retracing while writing in a

cursive fashion.

Our strategy for ordering the coordinate points in words with loops and retraces 1s
to identify feature points in a stroke so as to segment the loops into a set of primitives so
that within a primitive the ordering of coordinate points is trivial, thus transfering the
burden of the task to another subtask: that of ordering the primitives.

We have developed a rule based system to order the primitives. The coordinate
points within the primitives can be ordered deterministically. In the trivial case, each
primitive has a single coordinate point. In order to achieve a more useful abstraction, it is
required that each primitive include as many coordinate points as possible while ensuring
that the coordinate points within each primitive can be ordered unambiguously. The fea-
ture points described in section 4.2, help in choosing the optimal points for segmentation
of the stroke so that loops and retraces do not pose any ambiguity.

4. PREPROCESSING

The preprocessing stage includes skeletonization, feature extraction and identifi-
cation of special structural patterns formed in skeletonized images. In order to obtain the
primitives, it is essentia! '1at algorithms follow the stroke in the script. Unless the stroke
is one pixel wide, following the strokes is difficult. Therefore, the first preprocessing step
must be a procedure to reduce the width of the strokes to one pixel.

4.1 Skeletonization

The objective of skeletonization is to obtain the trajectory of the movement of the
pen-tip. The skeleton of a cursive script is generated by a classical thinning algorithm[2]
(Figure 1b shows the skelton obtained from the image in Figure 1a). The skeleton obtained
from the off-line cursive script by using thinning algorithms is not an exact replica of the
trajectory of the pen-tip provided by on-line devices, however, it does preserve the struc-
tural information necessary for recognition. Although, thinning operation is an essential
preprocessing step, it has the disadvantage of introducing several artifacts. Two such ar-

tifacts are described in this section.




After thinning, the strokes intersect on a sequence of points instead of the ideal

situation of intersecting at a single point. Figure 2 illustrates this phenomenon. We call
this pattern the cross stroke structure(CSS). In CSS there is a core segment of skeleton, and
at each end of the core segment there is a "fork". Figure 3 illustrates an abstraction of the
phenomenon described in Figure 2. CSS occurs when intersection points are blurred by
thinning of wide-tipped pen strokes. In order to be categorized as a CSS structure, angles
(o, ab, ac, and ad) formed between the core segment and the prongs of the fork must be
<90°.

Another serious artifact that is introduced by the binarization procedure in con-
junction with thick pen-tips is that the loops with holes are often reduced to a single
segment as illustrated in Figure 4.

4.2 Feature extraction

We define three types of feature points. They are the end point, the intersection
point and the corner point. An end point is a terminal of a skeleton. An intersection point
is a junction of three branches of the skeleton. A corner point is defined as a point in the
skeleton whose curvature is greater than a predetermined threshold. Figure 5 illustrates all
the feature points. In graph theoretic terminology, an end point has degree = 1, a corner
point has degree = 2, and an intersection point has degree = 3. Segment of a stroke is
defined as a piece of skeleton between two feature points.

5. EXTRACTING TEMPORAL INFORMATION

After preprocessing, temporal information in the form of an orderd list of primi-
tives is extracted from the skeleton. This entails three steps: special pattern identification,
segmenting, and sequencing. The skeltonized image is traced and segmented into
primitives. Each primitive represents a discrete segment of the word. In tracing the word,
each primitive is assigned an ordinal value based upon the order in which it was written,
i.e., sequenced. Each of the steps of identification of structural patterns, segmenting, and
sequencing are now described in detail.

5.1 Identification of strucutural patterns

If there exists a segment of a stroke flanked between two inters ection points (Figure
3), then the forks attached to the segment on either end are examined. If all the four angles
o, ab, ac, and ad are less than 90°, then the entire pattern is labeled as CSS.
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Loops occur when a stroke crosses itself . There are two types of loops:

Type I. there is a single intersection point in the loop (Figure 7). For loops of Type
I, the last segment of the loop is detached from the intersection point, and the loop is
traversed clockwise. In Figure 7, Sc is detached from point P, while segments Sa and Sb
are merged.

Type II' there are two or more intersection points in the loop (Figure 8). For loops
of Type II, one of the intersection or corner points within a loop is identified as a break
point. The loop is decoupled at the break point. Depending on the criterion for choosing
the break point, Type II loops are subdivided into four categories.

"a” category: suitable for letters a, g, q and o (Figure 8);

"d" category: suitable for letter d (Figure 9);

"f" category: suitable for letters f, g, b, k and p (Figure 10)

“0" category: suitable for letter o (Figure 11)

In all the categories (Figures 9 - 11), the point P serves as the break point. In each
case, segment Sc is detached from P and segments Sa and Sb are merged.

5.2 Segmentation of strokes into primitives

We define a primitive as a cascade of segments between a pair of end (E) or comner
(C) points , with zero or more intersection (I) points in the middle (Primitive = EIC I* EIC,
Figure 12). Primitive extraction is accomplished by tracing segments guided by a set of
rules. Extraction of primitives is divided into two phases. In the first phase, tracing starts
from end points. While in the second phase, tracing starts from corner points. In either
case, tracing is repeated till all end points (or corner points) are exhausted. Following are
two of the most important rules.

Rule I: Follow the diagonal path in a CSS structure (Figure 13). The underlying
principle is that human hand movements are smooth and hence are likely to generate
smooth trajectories. While following a stroke, the algorithm prefers the diagonal path be-
cause it ensures smoothness by allowing minimal change in direction.

Rule 2: Whenever there is a three way intersection, the trace must "re-trace” one
branch if it has to cover all three branches. The branch that is retraced is the one which
makes the maximum angles with the other two branches.

5.2.1 Primitive attributes

A primitive is represented as a chain-code and has the following three attributes:

(1) Zone: captures the spatial span of a primitive . The word is divided into 3 zones:
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ascender zone, descender zone, and body zone.

(2) Trend: captures the temporal information by encoding the direction of pen-tip.
It is specially applicable to loops and is computed in terms of motions (clockwise
and counterclockwise), and directions (up and down).

(3) Linkage: captures the way adjacent primitives link. It reflects the retracing of
the pen, when the linkage has a shared piece of segment (Figure 6).

5.2.2 Primitive normalization

Recognition based on sequenced primitives as features has several advantages. It
offers natural normalization over various aspects of handwriting variability. For instance,
our representation of primitives and their attributes are normalized over loop shapes, loop
closures, slant, size, ligatures, etc. It becomes apparent immediately, that the character
““1’> would have the same representation in terms of attributes with or without the loop.
The following is a sample of the template for the character ‘‘I’’. It should be noted that
other characters like ‘‘d’’ can have the same template in addition to a few more primitives
inside a cursively written word. Hence, when the following pattern is observed in the se-
quence of ordered primitives extracted from a word, the conclusion is that the primitives
correspond to the character ‘‘1’’ or part of character “‘d’’ etc.

I- template
{Primitive 1 = Zone: body to ascender;
Trend: up;
Link -to-next: common piece}
{Primitive 2 = Zone: ascender to body;
Trend: down;
Link -to-previous: common piece}
d- template
{Primitive 1 = Zone: body;
Trend: down;
Link-to-next: terminal }

535



{Primitive 2 = Zone: body to ascender;

Trend: up;
Link-to-previous: terminal }
{Primitive 3 = Zone: ascender to body;
Trend: down;
Link-to-previous: terminal-common piece}

5.3 Sequencing primitives
Primitives are sorted by their position in a left- to-right scan to identify the left-most
primitive. If the left-most primitive has an end point, then it is identified as the "pen down"
point. Otherwise, the primitives connected to the left most primitive are examined till an
end point is reached. Starting from the first primitive, the primitive connected to it 1s
identified as the second primitive and so on. If there is a choice of more than one primitive,
the primitive that has a segment in common with the previous primitive is chosen. The
output is an ordered sequence of pen-tip points obtained by simply coding the ordered

primitives from the pen-down point using a chain code representation.

6. RECOGNITION

A holistic approach to recognition would be to compare the attributes and sequence
of the primitives with the attributes and sequence associated with each word in the lexicon.
The output is aranked list of potential match candidates based on the probability of match.

Presently, we are taking a character based approach. Symbolic templates are de-
fined in terms of primitive attributes for small groups of characters. For instance, using
character templates for “‘1”’, “‘t’’, and “a”*_the output of the recognition phase on feeding
the word image in Figure 15 is: atla®®eeta, where each ® represents a primitive that is not
yet tagged to any character. Figure 15 illustrates how the two ““¢”’s are crossed in the end.
Often the same primitive may be shared by several characters. It is easy to find the subset
of characters which best account for the letters in the word. Figure 16 shows more exam-
ples of the recognition phase. The ““2”’ in the first example indicates a substitution set of
{‘a’,0’,‘s’} Similarly, {v, g}, {tx} and {1k} currently have the same templates. When
dealing with small dictionaries, it is suffficient to recognize a few characters in the word
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and use the power of strin g matching with the dictionary to choose the correct word.

We have tested the method on a limited number of words with high success. With
S word dictionaries (average size when the street names in addresses are constrained by the
ZIP code area and the street number), the recognition rate has been high whenever the
ordering of the primitives is satisfactory. However, extracting the primitives in the correct
order over a large varietiy of words continues to be a formidable task.

7. EXPERIMENTS

Fig. 14 and 15 give two examples of ordered primitives. Each figure shows the
original cursive script, its skeleton and ordered primitives. In Fig. 14 there are two strokes
(the main body and the cross-bar of “t"). Notice that the left most primitive is not the first
primitive since it does not have an end point. In Fig. 15 there are three strokes, among
them two are from the cross bar of "t"s. The left most primitive has no end point. The

second letter "a" has three primitives connected to the same corner point(on the top).
Primitive #8 is chosen as the one to follow primitive #7 because the two primitives have
Ségment-connectivity. This is one of the instances where the retracing of the pen-tip tra-
jectory is captured by arule.

Figure 17 illustrates another intersting aspect of our method. It is hard to separate
the overlapping ‘‘f’s by conventional segmentation methods. Our approach provides a
unique way of extracting primitives and then connecting primitives 1 & 2 for the first ¢ ¥ 8

and connecting primitives 3 & 4 for the second “‘f”’.

8 CONCLUSION

sequence of the pen-tip movement points within each stroke. The system first extracts
feature points and segments the skeleton of the cursive script. Then primitives are ex-
tracted and are used as the basic units for representing a stroke. The on-line type of
information is obtained by ordering the primitives.
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